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Abstract

Open source is one of the more interesting trends in software engineering today. The goal of the software engineering discipline is to increase efficiency in the development process, and maximize quality of the product. Open source development processes offer the potential for reducing costs for commercial enterprises.

This master's thesis addresses how open source documents architecture, and how it uses documentation in general. Open source has a reputation of creating high quality software, but documentation of process and product is weak. This may be a hurdle for wider adoption of open source processes, as a thorough understanding of a product's qualities is central to its success. The goal is to better understand documentation requirements in open source. The study is based on participation to the Apache Derby open source project. Action research is the research method.

The findings show that the Apache Derby documents its artifacts in a number of ways, but fails to aggregate it in a meaningful way. A rich set of written communication mediums compensate for this by giving developers the ability to understand the product over time. The study suggests the popularity and diffusion of an open source project may affect requirements for documentation.
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Chapter 1

Introduction

Software engineering research addresses the need to find ways to make software development more efficient and create higher quality software systems. The set of disciplined methods used in software engineering development processes aim to allow a software system to grow and develop into a final form that is useful for the stakeholders of the system. The open source software engineering process is the focus in this master’s thesis.

Documentation is commonly viewed as artifacts only necessary for users of software. Looking beyond this, it can be observed that documentation is a separate project artifacts that needs development and maintenance in order to be useful and survive. Documentation has both prescriptive and descriptive purposes in a software system [CBB+02], and is in most development processes regarded as essential. However, while the production of documentation is seen as axiomatic, little is known about what type of documentation is regarded as useful for developers [STT01].

The research goal of the master’s thesis is to highlight relations between how software documentation and architectural descriptions relate to the success of the open source development method. Certain aspects of this will be highlighted through participation to an open source project, the Apache Derby database system.

This chapter will further define the goals of this project, its context, and how this report is structured.

1.1 Open source

Open source has become a cultural phenomenon which also is becoming common in corporate environments. It stems from a hacker culture in the 1960s and 70s, where it was created out of the need for computer enthusiasts (hackers) to share code among themselves. In the mid-80s, the Free Software Foundation was started in order to promote distribution and production of free software. The early efforts were primarily founded in idealistic motives, that software should be free for users. This was a response to the increasing commercialization of computer software and operating systems.

In many ways, open source is light-weight in comparison to commercially used soft-
ware development processes. The primary characteristic of open source development processes is the openness. Many features of commercial software development are lacking in open source, such as requirements engineering with the intended customers, formal use of architecture descriptions, and formal release planning. Open source travels light by not requiring some of the control mechanisms typically associated with software engineering, but still accomplishes acceptable results through a 'scratch-own-itch', peer-recognizing culture of sharing.

Successes of the open source development method, according to the number of users, include operating systems such as Linux and FreeBSD. Popular desktop applications have also gained widespread diffusion such as Eclipse, OpenOffice, and the Firefox web browser. Open source is traditionally used to develop software by developers, for developers. The trend is now moving towards development of end-user software in a market which is already saturated with commercial alternatives. This trend of commoditization is in some ways an effect of open source, but it is also the goal of the original free software movement, which is giving freedom to the users.

Open source development usually is centered around a community of people working on a common goal. The community may be composed both of volunteers that work on open source out of a personal need or interest, and professionals that are paid to work on it. The economic foundation can therefore not be explained with only a private investment model, but must include the deeper cultural and social roots [HNH03].

In order to use open source in a commercial context, it is not only necessary to understand how code is produced, but in order to be successful it is also necessary to make the adaptions to the cultural and social aspects of open source.

1.2 The software engineering context

Software engineering is according to IEEE Standard 610.12 defined as “the application of a systematic, disciplined, quantifiable approach to development, operation, and maintenance of software”, and also the study of approaches for applying this [IEE90]. It is an engineering discipline incepted in the 1960s from the need to address problems like cost overruns, quality and schedule problems [WRH00].

Various approaches exist for applying software engineering to real-world projects in order to accomplish the goals of quality and cost saving. These are referred to as development processes. Some software development processes that are commonly used are the Waterfall model, Extreme Programming, and Agile programming [Koc04]. These models have in common that they support the software development through introducing well-defined phases, force programmers to drop their tendency to go on coding with no plan, and instead follow through with a rigorous set of activities like planning, testing, and deployment.

Open source is strictly speaking not in itself a software development process like the waterfall model. Strictly speaking, most implementations of open source will even struggle to fit into IEEE’s definition of software engineering. It does not prescribe the phases
the software should go through, or its planning or testing practices. Open source is a set of principles for a development process \cite{Koc04}. These are that the software’s license should abide by the Open Source Definition \cite{Ini05}, which i.e. requires the software’s source code should be freely available together with any copies of the program.

The freedom of open source the most distinctive factor when comparing commercial and open source software. This does not imply they are opposites in a software engineering context, but merely two approaches for reaching software objectives. Open source has been described as a cycle of innovation in which those that have the skills share ideas and build on each other’s work \cite{Woo05}. The Open Source Initiative, however, claims that “[Open source] produces better software than the traditional closed model, in which only a very few programmers can see the source and everybody else must blindly use an opaque block of bits.” \footnote{http://www.opensource.org/} Whether this is true or not, a discussion of which is the better development process is meaningless in an industry where there is a need for both.

Other aspects that are important for software engineering include themes such as architecture, development environments, programming languages, databases technology, software evolution, and configuration management. For this thesis, the focus will be documentation artifacts in software development. The production and maintenance of documentation as separate deliverables in a project is important for adoption of software \cite{BCK03, MD04}. Documentation for developers is the primary concern of this thesis.

1.3 Problem description

This master’s thesis aims to determine how open source software projects produce and maintain documentation. Freely available open source programs are increasingly being used as off-the-shelf components in commercial software development in order to reduce cost and time-to-market. The requirements for such off-the-shelf reuse include documenting the software thoroughly, following open standards, and easing the evaluation and adoption of the open source software component.

The study is based on participation to the Java database system Apache Derby\footnote{http://db.apache.org/derby/}. The participation will aid in understanding these practices in open source. A better understanding of how Apache Derby implements the open source development method is expected from the study, as well as experience in contributing to an open source project. Apache Derby has been considered interesting for the purposes of this thesis due to its code complexity, and its relatively widespread usage.

The typical goal for open source software is to create a system which is useful or interesting to those who are working on it, while still allowing its users to adapt or evolve the system into their needs \cite{GT00}. For embedded components such as Apache Derby, its success is dependent on having an API\footnote{Application Programming Interface, a structure or interface that allows communication between parts of a system.} that simplifies integration with other.
systems. Having standardized interfaces with proper specifications is necessary in order for the component to be usable for adopters [CBB+02]. New contributors to open source will also benefit from the existence of specifications.

Open source literature has previously pressed the need to highlight what characteristics is conductive to smooth open source development [LT00]. Models and frameworks in literature highlight the process aspects of open source development [DSV03], as well as structural and cultural [SSR02]. This thesis is an effort to understand the gap between open source and software architecture by focusing on how documentation practices in open source is affected by adopters’ and developers’ needs.

Participation and contribution to the Apache Derby project is expected to aid in the understanding of existing practices in open source on these matters. The practical take on this issue can also give insight into other problems facing the open source development method with regard to documentation. Research questions posed in this study are:

**How is documentation maintained in the Apache Derby project?**
The existence of documentation in open source projects may be a requirement for both adopters and developers of open source components. Developers choosing to extend or adopt open source components may require sources of documentation that explains the architecture and design choices.

Using a documented software architecture throughout the lifetime of a software system can improve the quality and maintainability of the system [BHB99], and thereby reduce cost and avoid inconsistencies in the software. Importance of documentation in open source development is also briefly addressed by [BR02, VV04].

Studying how open source deals with documentation further may be helpful to predict success criteria for the use of an open source component. Open source may by experts be regarded as black box systems that needs no further explanation, but documentation, especially architectural documentation holds the key to post-deployment system understanding [CBB+02, BCK03]. Understanding the architecture is for instance the key to understand performance and reliability.

**What kind of documentation is needed for newcomers to open source projects?**
One study in [MFH02] presents the example of the Mozilla project, where documentation may have been a contributing factor for the lack of outside contribution in its first years. Complex software developed with open source may need to take measures in order to reduce barriers for newcomers to contribute.

Properties of architecture that are important for both adopters and developers are i.e. design patterns, rationales for design choices, performance and scalability of modules, and API compatibility and adherence to standards. Documentation may also serve as a vehicle for learning for various types of stakeholders.

Maintaining consistent architecture in open source projects are difficult for specific reasons. Commercial development rarely has significant drift between architectural plans and their implementations, while the contrary generally is true in open source due to its distributive nature [PC04]. A cycle of reinvention [Sca04] that is typical for many open
source projects may be the cause.

Participation to an open source project may be helpful to highlight the difficulties in participating due to the existence or non-existence of documentation. Open source projects are known to generally provide little documentation [VV04]. It is interesting to look at reasons for this tendency, and the extent to which the assertion is true in the Apache Derby project.

1.4 Overview

Chapter 2 presents the research method used in this project, the time schedule for various activities, and data collection. Chapter 3 presents open source in greater detail. The database system Apache Derby is then presented in Chapter 4, which is the instance of an open source project that this research primarily will focus on. Chapter 5 will present the state-of-the-art of documentation in open source communities.

Activities in this project that relates to the participation to the Apache Derby project is presented in Chapter 6, followed by a discussion of the research questions in Chapter 7, and conclusions in Chapter 8.
Chapter 2

Research method

Using a rigorous research method is important in order to ensure that results will follow from the premises of the research situation. Work in this thesis is based on Canonical Action Research [DMK04].

This chapter will further explain the Action Research method, and how this research method will help to accomplish the goal of this thesis.

2.1 Action research

The role of a research method is to provide a basis for interpreting the world, and serve as a framework to collect and analyze data. Methods consist of a series of rules or guidelines to ensure that conclusions follow from the premises.

Action research is a research method that is iterative and collaborative in nature. The brand of action research used here,Canonical Action Research (CAR), is based on the principles of working with an organization, and observe an organizational change process. The problem being examined is understood through interacting with or changing the organization through well-planned actions. It is similar to ethnographic methods, such as participant observation, in that it studies the phenomenon in the context it naturally appears in.

The iterative nature of Canonical Action Research is intended to provide a systematic approach to the problem. Having well-defined phases ensures that the understanding of the problem may be evolved in several stages, and that success criteria of the research may be properly addressed. Iterating towards a goal with planning, execution and evaluation phases also allows for brief pauses where results of the research may be communicated and discussed.

In organizations, information is provided at different levels. Information may be known privately or collectively, implicitly or explicitly [Dic93]. This relationship is illustrated in figure 2.1. Being a participant in the organization is then helpful to gain insight into the practices used by the members. Rationales for practices and their benefits and drawbacks can then be documented from an outside perspective, from a researcher that
is part of the system, but remains committed to the research goals.

<table>
<thead>
<tr>
<th>Tacit</th>
<th>Explicit</th>
</tr>
</thead>
<tbody>
<tr>
<td>Individual</td>
<td></td>
</tr>
<tr>
<td>Experience</td>
<td>Conceptual knowledge</td>
</tr>
<tr>
<td>Skills and know-how</td>
<td>Symbols and concepts</td>
</tr>
<tr>
<td>Collectives</td>
<td></td>
</tr>
<tr>
<td>Routines</td>
<td>Systemized knowledge</td>
</tr>
<tr>
<td>Daily operations, culture</td>
<td>Documents, databases</td>
</tr>
</tbody>
</table>

Figure 2.1: Knowledge assets: Tacit and explicit knowledge (Nonaka and Takeuchi)

In comparison to Grounded Theory [Pan96] research, which reverses the order of hypothesis generation and data collection, action research focuses on the evolution of a theory or understanding, or even evolution of research questions. Also comparing to classical research, action research may be an “upstream” method, where creativity and analytic skills of the researcher are vital for reaching the goals [Dic93]. The CAR process also depends on the researcher’s abilities for thorough interpretations of the situation, the analysis of causes and effects, or proper communication of the facts and their interpretations.

The technical skills and ability the researcher has to participate to and change the organization is helpful, but not the only factor determining the success of the intervention.

2.1.1 Researcher-client agreement

One of the prerequisites for using Action Research is that the researcher is able to be part of the studied organization. Being able to observe an organizational change process involves being able to observe outcomes, and interact with it.

The researcher should have some sort of agreement with the organization, or better yet, a written agreement on the expectations and goals of the research. For research in open source, where consensus is the main control variable, this agreement can take the form of an introduction about the researcher’s intentions, or may be dropped altogether if it is found ethically and functionally feasible. An agreement will for open source, in the understanding of this thesis, be the social contract in which work towards a common goal is done.

2.1.2 Cyclical process model

The cyclical process model of CAR consists of the following phrases, as found in [DMK04]:
1. **Diagnosis**: The purpose of the diagnosis phase is continuously making sure the activities in the research are relevant to the problem being examined. In an action research project that spans several iterations, the diagnosis will take the current situation understanding and integrate it into the research agenda. For instance, research questions may be further refined or elaborated upon.

2. **Planning**: As CAR involves participating in an organizational system, the planning of actions should be done carefully so the correct data can be collected. The planned actions need to be accompanied with an assessment of what the expected outcome will be. The planning phase is informed directly by the Diagnosis phase.

3. **Intervention**: CAR interventions may be restricted to days, or even months in length. The planned actions are implemented as they are planned. Data collection should collect all the relevant observations from the intervention, but also thoughts and reflections during planning and evaluation phases.

4. **Evaluation**: The results from the intervention should be subsequently analyzed with regard to the expected output, and what has been learned. The evaluation phase should be performed to determine whether the intervention was implemented as planned, in order to document what has been learned, and if any cause/effect relationships are correct.

5. **Reflection**: The researcher should reflect upon his own actions for the purpose of learning from them. Outcomes from the project should be evaluated in the context of the project goals. If project goals have been accomplished, then a decision should be made to exit the project.

![Figure 2.2: The Canonical Action Research cyclical process model, [DMK04]](image)

Figure 2.2 shows a typical action research execution. The strength of the CAR approach is that it responds to the continually changing environment. The researcher grows a better understanding of the situation, while providing suggestions or analyzes that are relevant for practitioners.
2.1.3 Theory and reflection

Theory and reflection have critical roles in action research. Action research addresses a problematic situation in an organization, combining theory and practice through change and reflection in order to contribute knowledge within and outside the confines of the project [DMK04]. Action research without theory is simply action learning, and only regarded as research in a positivist tradition.

The reflection principle of action research allows learning through understanding organizational norms, and “the advancement of knowledge by generating new theory or informing/re-informing existing theory.” [DMK04]. This demonstrates that theory and reflection are in fact related, and that action research can extend existing knowledge in a scholarly tradition.

2.2 Research and education in open source

Open source has by definition some degree of transparency to the outside world. Open source communities are usually open for contributions and observers from the outside, which makes them good candidates for empirical research. The transparency allows assessment of the quality of open source projects by evaluating their activity levels and popularity. These are in many ways conductive to the level of innovation, and ability to provide corrections to the software. For open source projects that are alive and undergoing active development, it is simpler to participate in a research situation.

Research in open source allows a student to learn both scientific methods, technical skills, while contributing to scholarly knowledge. Action research allows the student to start with basic understanding gained from literature, and consciously reflect on her or his learning. Observing how software development is done in practice further allows the student to reflect on how the software engineering profession is implemented in practice.

Research that aims to provide practical guidelines should concentrate on organizational problems and challenges in the profession. Methods to provide relevance in research include selecting a topic that is directly relevant for practitioners, basing the research on context-rich theories and a cumulative research tradition, and portraying the research output so that it can be used to rationalize decisions in an organization [BZ99]. In addition to the relevance of research, the rigor\(^1\) is also important especially for reviewers of research.

This thesis is based on using action research, and aims to extract knowledge about open source through participation to one open source project. The relevance of this research for practitioners will be in that it provides suggestions for improving open source practices, or may represent a useful case study for implementers of open source projects.

\(^1\)Rigor means “Strict ‘precision’ and ‘exactness’,” [DMK04], or “the correct use of methods and analyses appropriate to the tasks at hand” [BZ99]
2.3 Previous action research experience

There have earlier been studies involving the use of action research to study open source. A master's thesis in 2003 uses action research to study acceptance and integration of newcomers in small open source projects [TT03]. More recently, the undersigned did a directed study in the Netbeans community in autumn 2005, looking for effects of commercial maintainers of open source communities [Mor05]. Using action research and open source in the context of education is further explored in the article in Appendix B.

A number of lessons were drawn from the directed study reported on in [Mor05]. For instance, it was found that selection of an open source project to study should also consider the researcher's abilities and interests. If the research design is dependent on contributing to the project, it imposes demands to the researcher on technical proficiency and interest in the project's goals.

Some of the issues that action research itself introduces, which should be expected in such a project, included:

- **Entering**: What does it mean to enter an open source project? CAR literature has a Researcher-Client agreement as one of its principles. Such an agreement is difficult in decentralized open source projects, and poses ethical challenges such as whether or not the researcher should introduce himself to the community as a researcher.

- **Collaboration**: The researcher should attempt to discuss findings with other participants or peers in order to understand and evolve theories. Multiple viewpoints eases the critical interpretation of findings. Further asserted by Davison et al. in [DMK04]: “[t]he researcher must account for the values, beliefs and intentions of the client employees, and treat them as collaborators rather than mere research objects”. This may imply that community members should be introduced to findings, or it may involve investigation of historic communication on the topics of interest, such as mailing list archives.

- **Learning through reflection**: Explicitly stating what has been learnt is the most critical activity of CAR [DMK04]. A requirement for the reflection to be efficient, the researcher should have performed a thorough and systematic literature review in advance. This shouldn't be neglected unless the goal focuses on learning alone. The researcher should in advance have thought about which results can be anticipated, the possible consequences of these, and how to prepare for the consequences.

2.4 Data collection strategy

Using action research in the context of open source research imposes constraints on which data is available for collection. The cyclical process model of action research requires that actions are planned ahead of each research iteration. The evolving knowledge of the studied topic will thus influence what data is collected.
Research questions are the primary guides for which activities that will be undertaken. The activities should in accordance to CAR be directed towards answering the problem at the current level of knowledge. What types of data that may be useful for future analysis include, but is not limited to:

- Descriptions of project artifacts, their design principles, and overall functionality of them, which constitute the frame of the study.
- What kind of documentation exist, in what form, how updated it is, thoroughness, availability, and communication relating to it.
- Any practices related to architecture descriptions and documentation. How important is documentation regarded (“culture”), and how important are open standards in this regard.
- What kinds of problems are frequently discussed in the community, what are the developers worried about?
- A journal is maintained with all activities, the progress of tasks, and information on the outcomes of action research interventions.

The collected data will be in the form of a log of activities, rationales for the activities, and their outcomes. An attempt will be made to collect as much relevant information as possible. This will contribute to enhance the understanding of the problem, and subsequent qualitative analysis may help render the observations into knowledge.

2.5 **Data analysis strategy**

The data collected during the participation phase will be analyzed to find theoretical interpretations in the context of the research questions. This research is based on observing how an open source community works both on the technical and community level, which also involves understanding the social dimension. Research based on participation is appropriate to generate theoretical interpretations [Jor89], but may be less suited for testing hypotheses.

It is interesting to compare findings from open source to more elaborate software development processes that typically are used commercially.

Methods employed to analyze the data will be the following:

- Compare the interaction journal with other sources, like Apache Derby’s web pages, other literature, and written communication of developers. This is to try to address the one-sidedness of focus, and reduce the possibility of misconceptions.
- Findings can be evaluated according to smaller dimensions of the problem. Dividing the problems into subproblems will reduce complexity, and allow more intuitive analyzes.
· A theorization process will be based on intuition, and thinking aids. Other literature can be studied to create alternative viewpoints to the problems, but literature should for the sake of rigor not serve as explanations. This is a creative process.
Chapter 3

Open source

The purpose of this chapter is to provide a brief overview of open source. When discussing this concept, it should be recognized that there are no single ideal implementation of the open source principles. Development processes are not strictly enforced, and are often particular to the system being developed. For instance, the FreeBSD project has a defined process for dealing with releases\(^1\).

Basic principles of open source requires that software must be freely redistributed to any interested party. Ownership of the code is still based on who wrote the original code, but through applying an open source license to computer code, the right is given to anyone to make derivative versions of it. Open source is light-weight in its process requirements, but requires implementations to emphasis code sharing, and transparency.

3.1 Definition

The official definition of open source is controlled by the Open Source Initiative (OSI) [Ini05], which has trademarked the term in order to protect its meaning. The definition concerns the distribution terms of open source software, essentially their license agreements, and amongst others requires that source code is distributed together with any copies of the software.

For a software development project to be open source, Bleek and Finck presents three criteria they regard as essential for it to be called open source [BF04]:

1. **Openness**: The project must allow new developers, and that anyone can use the product.

2. **Agility**: The development must follow short cycles, and the process may be easily changed.

3. **Distributed**: The developers are not located physically at the same place.

\(^1\)http://www.freebsd.org/doc/en_US.ISO8859-1/articles/releng/release-proc.html
These requirements are compatible with the open source definition. Scacchi presents in [Sca04] a comparison of phases in modern software development processes and its corresponding mechanisms in open source. His findings are used to try to create an overview of how open source communities actually produce software. Requirements elicitation is found to be a by-product of a community discourse on what the product should or should not do. Maintenance of software is based on evolutionary redevelopment. Furthermore, a larger community will have the opportunity to maintain an increasingly complex system, reflecting on a co-evolution of product and community.

3.1.1 Communities

An open source project is a community of people who share interests, and work together in order to solve a common itch. The individuals that participate may have various motives for participating, but the individuals motives are hardly ever questioned. One typical motivation for organizations engaging in open source development is the need for some particular type of software for in-house use, i.e. middleware for offering on-demand web services.

The development communities may be characterized as virtual. Participants are usually spread out across various time zones, and communicate typically only through virtual, open forums on the Internet. These virtual teams have inherited cultural and organizational schemes from the scientific community, but progressively enriched those to fit open source development processes [Maa04].

People participating in such development communities can be said to enter various self-assigned roles, based on which interest they have in the project, their skills and desires to improve the product, and how much time they are willing to invest. Most people affiliated with an open source project will be reporting problem, while a significantly smaller group will be working on fixing defects or implementing new functionality [MFH02].

3.1.2 Management styles

Also pointed out by Scacchi in [Sca04] is the differences in management styles. Leadership usually takes the form of an interlinked and layered meritocracy. People with merits can get roles as committers, meaning they have access to change the project artifacts stored in a central repository. Communities like the Apache Software Foundation (ASF) also embrace the roles enabled by a meritocratic leadership [Fou99]. ASF also operates with the notion of “do-ocracy” – the power of those who do, to recognize the decision making power given to people that volunteer to get a task done.

Implementations of open source development processes can have different views on how open source communities are lead. Projects managed under the Apache charter makes important decisions through voting. Votes are either +1, a positive vote, 0, meaning no opinion, or -1 [Fou99], the latter which in essence is a veto to the proposal. This
is referred to as the lazy consensus approach. Other open source processes may impose less strict management, such as all with CVS/SVN\footnote{CVS and SVN are two popular versioning systems, that allows multiple versions and changes to them to be represented.}, write access can make decisions from their discretion. Another instance is the Mozilla.org project, where project management related to specific releases are managed by drivers \cite{Moz06}, who on a patch-by-patch basis decides what is included.

Other open source projects can have more rigid leadership styles, like the Linux kernel development lead by Linus Torvalds, where one dictator makes decisions on acceptance or rejection of code changes \cite{Sen04}.

It is not obvious that any software development will work with open source. Using open source has benefits for attracting free testing and free development help, but only if there are incentives for people to contribute. Jamie Zawinski, the original founder of the Mozilla.org web site, observed in 1999 as he resigned from Netscape Communications and Mozilla.org work, that “you can't take a dying project, sprinkle it with the magic pixie dust of 'open source,' and have everything magically work out.” \cite{Zaw99}.

3.2 History

The tradition of sharing source code is one that has been around since it was in the laboratory stage at universities. Some notable communities of so-called hackers existed in the 1960s and 1970s in the USA \cite{Ras00}, where sharing of code was as natural as how scientific communities today share knowledge.

The notion of freely accessible source code were in the following decades going to be challenged by an increasing commercialization of the computer science field. Bright minds were hired by large corporations, and the hacker culture was in decline. The seminal writing of Richard M. Stallman illustrates this process, as well as his work to promote free software through his very own GNU Project \cite{Sta99}.

One model of software development that is closely related to open source is the free software movement. The open source versus free software terminology has long been a source for confusion for many. While they in most aspects are identical, there are some open source projects that would not fit the ideas of the free software movement. The biggest problem with the free software concept has been the word free, which in this context is not synonymous with being free of charge, but rather the freedom that opposes to secrecy of computer code. Free software also have other reservations against being commercially exploited.

Some proponents of free software now accept the open source term also to cover free software, in order to avoid confusion, i.e. in \cite{Ray01}. Idealization of the open source movement is however usual, presenting open source software developers as hackers fighting for software freedom, being people that are naturally anti-authoritarian (ibid):

\emph{Hackers are naturally anti-authoritarian. Anyone who can give you orders can}
stop you from solving whatever problem you’re being fascinated by – and, given the way authoritarian minds work, will generally find some appallingly stupid reason to do so. So the authoritarian attitude has to be fought wherever you find it, lest it smother you and other hackers.

### 3.3 Principles

Eric S. Raymond’s treatise from 1997, *The cathedral and the Bazaar* [Ray00] presents interesting examples on advantages of an open source development model, and how hacker culture fits into this picture. Here, Raymond presents advice for open source development through examples. His advice include i.e. “Release early. Release often. And listen to your customers.”, and “Any tool should be useful in the expected way, but a truly great tool lends itself to uses you never expected.”

No matter how one looks at the free/open source phenomenon, it is a complex social discipline with several success stories. The Internet is built on free software. More recently, notable desktop applications such as OpenOffice have become famous for being freely available. The web browser Mozilla Firefox is the product of a full remake of the older Netscape browser [Moz06].

The recent success of open source has often been attributed to the “many eyeballs” nature of open source development. Developers of open source software benefits from a large community that provides feedback and bug reports, and through that improving the product. The success from the debugging perspective can be attributed to the activities developers undertake for reporting, understanding and resolving bug reports [Østerlie06].

### 3.4 Licenses

Software licenses are the reason why open source is a viable system. The gift culture which open source is based on, relies on that developers and companies are willing to share their work. In order to prevent freeloaders to utilize volunteer effort to make money, there are restrictions on combining purely commercial and open source code.

Perhaps the most used license in the open source world is the GNU General Public License (GPL)\(^3\). Software authors applying this license to their programs gives users the right to redistribute the software freely, as long as the code and license terms follow it. The copyright to the source code remains with the author, but anyone can potentially make alterations to the program and release it under a new name. However, this also requires that the GPL follows it.

The incentives firms have for participating in open source are by Henkel found to be based on license requirements, the company’s reputation, and getting bugfixes and

\(^3\)[http://www.gnu.org/copyleft/gpl.html]
maintenance for no additional cost [Hen05]. However, following open source licensing schemes have the disadvantage of potentially strengthening a competitor’s position in the market: “Firms can and should balance revealing and protection in such a way as to optimize their pattern of free revealing.” [Hen05]
Chapter 4

Apache Derby

The research in this thesis is focused on participation to the Java database system Apache Derby. This chapter will give an overview of the main functions of this system, its architecture, and how the development of the system is done.

4.1 History

The history of Apache Derby starts in September 1996 with a small start-up company in Oakland, California, namely Cloudscape, Inc., who developed a Java database system dubbed JBMS. JBMS, which later was renamed Cloudscape, was then an embeddable database engine much like its descendant is today. It supported a small subset of the SQL-92 query language standard. Some of the features used to sell it was its small footprint, zero administration, and embeddable qualities.

Cloudscape was developed years before Java had become widespread. In 1999, Cloudscape Inc. was purchased by Informix, another database vendor. In 2001, IBM purchased the database assets of Informix, which also included the Cloudscape database system. IBM continued to develop the product in addition to its new Informix database, and its flagship database product IBM DB2.

The more recent history starts on August 3, 2004, when IBM released version 10 of Cloudscape, and simultaneously released the product with an open source license. The Apache Software Foundation subsequently accepted the system as one of its projects, which now became Apache Derby. Today, Apache Derby is supported by major corporations interested in its development, mainly IBM and Sun Microsystems. This support takes the form of contributions to the Apache Derby code, funding developers working on the project, and providing hardware resources for the development \cite{ZSB05}. Products like IBM Cloudscape and Sun Java DB are released as derivatives of the Apache Derby code, and their respective companies sell support services for them.

Apache Derby is currently being maintained with the collaborative framework that open source and the Apache Software Foundation provides.
4.2 Standards compliance

Innovation has long been one of the acclaimed hallmarks of open source. Innovation is the result of hackers getting free leashes to implement solutions as they prefer them to be. However, in order to reduce the number and scope of implementations, open standards and standard compliance also has a significant role. Standards allow multiple implementations of the same concept [Wal06], and also allows related products to talk with each other.

Apache Derby is in this regard not different. Participants of the Apache Derby project value standards, and decisions are often based on their adherence to them. Apache Derby is based on two main standards: That of JDBC (Java Database Connectivity), and that of SQL (Structured Query Language).

4.2.1 Structured Query Language

Perhaps the most widely used querying language in use is SQL, which is used to retrieve information from relational database systems. The SQL language has undergone various revisions, from the original standard in 1986 (by ANSI) until 2003. Features such as identity columns and triggers are added in the more recent revisions. An example use of SQL is shown in figure 4.1.

```
1> describe cities;
COLUMN_NAME | TYPE_NAME | DECIMAL_NUM | COLDESC | COLUMN_DEF | CHAR_OCTET | IS_NULL |
-------------|-----------|-------------|---------|------------|-----------|--------|
CITY_NAME    | VARCHAR   | NULL | NULL | 24 | NULL | 49 | NO|
COUNTRY      | VARCHAR   | NULL | NULL | 26 | NULL | 52 | NO|
AIRPORT      | VARCHAR   | NULL | NULL | 3  | NULL | 6  | YES|
LANGUAGE     | VARCHAR   | NULL | NULL | 16 | NULL | 32 | YES|
COUNTRY_ISO_CODE | CHAR | NULL | NULL | 2  | NULL | 4  | YES|
0 rows selected
1> select * from cities where country_iso_code='SE';
CITY_ID | CITY_NAME | COUNTRY | AIRPORT | LANGUAGE
--------|-----------|---------|---------|---------|
45      | Stockholm | Sweden  | ARM     | Swedish
1 row selected
```

Figure 4.1: Example SQL query in Derby's command line tool, IJ.

The purpose of SQL is basically to manage data or meta data in a centrally stored database. Having a standardized language to retrieve this information allows for database systems to be replaced with little or no changes in the query specifications.

There are three major types of queries. Select statements are used to retrieve information from the database in the form of a set of matching rows. Data Definition Language
(DDL) statements are used to change the structure of the stored data, specify constraints on it, or specify the layout of the database itself. The last type, Update statements, allow for changing the stored data.

4.2.2 Java Database Connectivity

Java Database Connectivity (JDBC) is a set of APIs, or interfaces, that define the behavior and operation of a JDBC-compatible database system \[\text{[Mic05]}\]. The API may contain functionality such as executing queries against the database, retrieving meta information, transaction management, and handling of various SQL data types. JDBC API allows for SQL queries to be executed on the database, without the programmer needing to know detailed inner workings of the database system that is being queried.

Another advantage of the architecture of the JDBC API is that it does not make design decisions on the system. Database systems may be embedded in the same run-time environment as the application, or may be operated as a network server over the Internet. It may as well be implemented in a different language or platform. Figure 4.2 shows an application’s relation to Apache Derby, and how JDBC is used for communication (JDBC includes also the ResultSet and Statement interfaces).

While SQL queries are being fed to the database system unchanged, the resulting data from queries are embedded in ResultSet objects. Result sets are objects that allow the caller to fetch any rows that match the query. The result sets represent cursors to the database data on the server, and rows are returned on demand.

![Figure 4.2: Conceptual module diagram (layered view) and sequence diagram for application/Derby relation to JDBC.](image)

The JDBC standard also undergoes changes. At the time of writing, JDBC 4.0 is currently under review, which is a minor revision of previous JDBC versions. The binary compatibility between versions is important. Users of the Java platform can have widely differing versions of the Java platform installed, thus one of the issues of new versions
of standards is to ensure that older applications still works on newer Java Runtime Environ-
ments.

As JDBC depends on the SQL standard as a query language, the standard does not in itself decide how a database system operates. For instance, Microsoft’s implementation of SQL used in products such as SQL Server 2000, Transact-SQL, has a fundamentally different method for accessing database meta data than SQL-J, which is used in Apache Derby. SQL-J relies on JDBC’s implementation of DatabaseMetaData for this purpose. Differences like these, however, often have annoying consequences like the need to create several implementations of a database access mechanism for applications that should operate with different database systems.

Some of the important elements of JDBC are:

**Driver** The driver interface typically will represent a database system, or an access method to a database. Database systems will need to implement the driver, and applications need to instantiate them when database connectivity is needed. Apache Derby has two drivers, namely `EmbeddedDriver` and `ClientDriver`, that represent running Apache Derby as part of the application, and running it as a stand-alone network server respectively.

**DriverManager** The driver manager is the Java entity that loads JDBC drivers. The loading of drivers are based on URLs that specify which database system and database to connect to, including properties such as whether the database should be encrypted, user name, passwords, etc.

**Statement** Statements are used for executing SQL statements. The Statement interface distinguishes between the execution of statements returning data, and those updating data or meta data. A special case of the Statement interface is `PreparedStatement`, which is a pre-compiled SQL statement that allows JDBC database systems to optimize repeated similar operations. Apache Derby optimizes statements by generating executable Java byte code for the SQL, which the Java Runtime Environment may further optimize into platform-dependent byte code when repeated calls are made.

**ResultSet** Result sets are tables of data that represents the result from a query on the database. The result set will allow the application to fetch rows, or tuples, from the database in the order specified by the query description. Apache Derby provides several implementations of result sets for internal use, which serves the purpose of handling functions such as sorting, index look-ups, and table scans.

**Types** JDBC stores information on the data types of columns as part of its meta data. The data types of JDBC are similar to those of SQL, and are referred to as standardized names such as `INTEGER`, `FLOAT`, `DATE`, and `VARCHAR`. The implementations of the data
types in Apache Derby are all based on a generic SQL data type, so they are able to offer a type conversion and comparison operations.

**DatabaseMetaData, ResultSetMetaData** The meta data classes allows for an application to determine the structure of the data in a given table name, a view, what SQL procedures are accessible, or for result sets which columns are included in the result set.

### 4.3 Features

In addition to being a database system implemented in pure Java, Apache Derby also advertise having good performance in comparison to its siblings implemented in native languages. Apache Derby also is based on the ACID\(^1\) principle, which means that it ensures the correct execution of transactions.

**Embedded** As already mentioned, one of the most useful features of Apache Derby is the possibility to bundle it with any application, without the application being required to follow the same license. This conveniently allows the database to be combined with open source middleware systems such as Hibernate and JBoss.

**Tool support** Tools such as **ij** and **dblook** are JDBC-compliant tools that can be used with Apache Derby. **ij** is a scripting tool for automating operations related to testing, and creation/maintenance of databases. SQL-J queries are taken as inputs, and the resulting data from the queries are displayed.

### 4.4 Community and infrastructure

The Apache Derby community is composed of the persons participating to the project, and supported by a network of communication mediums. These mediums most importantly involve storage for source code (a SVN repository), an issue tracking system, and mailing lists. There are also various web pages that are useful for users.

These infrastructure services are being offered by the Apache Software Foundation (ASF), which is a non-profit organization formed in 1999 to provide a technical and legal foundation for “open, collaborative software development projects” [Fou99]. Projects operating under ASF’s umbrella have full autonomy, run by consensus of its members, but an **officer** of the ASF needs to be present in each project’s Project Management Committee (PMC). The role of the PMC is to ensure the health of the community, and that development happens in an orderly fashion. Furthermore, the presence of an ASF-appointed officer in the individual projects is a key to litigation protection, as the foundation as a whole will be implicated in case of any lawsuits.

\(^1\)Atomicity, Consistency, Isolation, and Durability (of database transactions)
4.5 Architecture

The logical architecture of a software system is the structures which the software is built on. It is independent of technology. This differs from the physical architecture, which is the set of modules and classes that communicate together. This section briefly shows the principles of Derby’s architecture. A conceptual sketch is shown in figure 4.3.

![Figure 4.3: Logical architecture of Derby, from [Deb04]](http://db.apache.org/derby/javadoc/engine/org/apache/derby/iapi/services/monitor/Monitor.html)

**Monitor** The monitor is the object that loads and instantiates services and modules (explained below, and shown in figure 4.4) in the system. When i.e. a new database should be loaded, the request is handled by the monitor.

**Service** Services are sets of well-defined functionality used in the system. A database is in itself a service. They consist of one or more modules, where one of the modules must be the factory class for the service.

**Modules** Modules are isolated parts of functionality, such as a lock manager, or data access/indexing method. Modules can be either embedded in a service, or they can be system-wide, such as error logging.

**Query processing** The processing of SQL queries is a multi-phase process which proceeds from the textual input of the query string, to the return of data and state from the database. Important for the query processing are factors such as standard compliant behavior of the API, the reliability, and the performance at which data can be returned.

Data retrieval queries go through the following phases:

- **Parsing**: The query string is parsed with a JavaCC parser, which traverses the query from left to right, generating a hierarchy of nodes of the input. Constant values are also bound to their respective query tree nodes.
• **Optimization**: Preprocessing can eliminate unnecessary constructs, or optimize queries by prioritizing more selective constraints to reduce the number of comparisons. In cases where the entire query is not known, such as when using pre-compiled `PreparedStatement` objects, query optimization is often not possible.

• **Compilation**: The query tree nodes are used to generate runnable Java byte code for the query. The purpose of this is to optimize the execution and comparisons of queries. Especially when using pre-compiled SQL statements, the performance benefits of this step are large. The generated code is based on an `Activation` interface, and uses public Derby API for data type access, comparisons, database store access etc.

• **Execution**: Execution of queries involve running the compiled query. A hierarchy of result sets are generated by the execution. The returned set of matching rows may be piped through i.e. both an index scan result set, and sorting result sets. This allows Derby to efficiently manage memory, while avoiding a very complex query processor. The result will be presented to the user in a `ResultSet` object, which allows for retrieval of one row at the time.

Figure 4.5 shows how the query processing works in six stages, starting with the original query and ending with returned data. The purpose of this illustration is to demonstrate the complexity of the query processing pipeline.
Figure 4.5: Overview of parsing and execution of SQL queries in Apache Derby (note: node hierarchies only examples, not necessarily factual).
Chapter 5

Software documentation

The common perception of software documentation is that it is written for users, in order to make the software easier to understand. It enables the users to accomplish their goals for using the software. User documentation is not addressed in this study, but it is worth pointing out the distinction.

Software documentation is by [For02] described as “an artefact whose purpose is to communicate information about the software system to which it belongs”. This definition encompasses documentation for users and developers, and equates it with communication.

The documentation is supposed to demonstrate parts of the software that is not immediately understandable, while leaving out the internals that does not help the understanding of the reader. For developer documentation, or architecture descriptions, it can typically be used to simplify the task of doing maintenance operations on the source code, or integration with other systems.

As an effect of the status-driven, volunteer culture of open source, any kind of documentation in open source processes is traditionally the last element to be developed. That is, if it is ever developed. Raymond describes this problem in [Ray00]:

*It is a hallowed given that programmers hate documenting; how is it, then, that Linux hackers generate so much documentation? Evidently Linux’s free market in egoboo works better to produce virtuous, other-directed behavior than the massively-funded documentation shops of commercial software producers.*

This chapter explores the idiosyncrasies of architectural documentation, and its various forms as used in the software engineering discipline.

5.1 Software architecture

Software architecture is by Bass et al. defined as follows [BCK03]:
The software architecture of a program or computing system is the structure or structures of the system, which comprise software elements, the externally visible properties of those elements, and the relationships among them.

In addition to the structure or structures of a program or computing system, it is also important to have a method for representing these in a manner that is understandable for humans. The software architecture discipline accomplishes this by reducing the complexity through looking at the software through various viewpoints. Distinguishing between high-level perspectives of the system and lower-level detailed architecture also helps reduce complexity for a reader.

Figure 5.1 shows an example of a software architecture. The description shows which parts of the system communicate. A full description would typically detail each of the modules in greater detail, and give rationales for design considerations.

Figure 5.1: Example of a logical architectural description, the file system in the Linux kernel, from [BHB99]

In a system’s lifetime, the software architecture is continuously evolving and changing with the new requirements. New technologies emerge, and infrastructure supporting software need to be adapted to the new environment. The software documentation here plays the role of a human-readable representation of the architecture, which allows developers to identify design principles and potential modifications made necessary by a new requirement.
Using a documented software architecture throughout the lifetime of a software system can improve the quality and maintainability of the system [BHB99]. The consequence of not having a documented architecture are higher maintenance costs, and potential problems with consistency in the software.

5.1.1 Software design

An important distinction to make is that of between design decisions, and software architecture. Software architecture deals with externally visible elements of the software elements. Elements that have no interest outside of its module are not considered subjects of architectural decisions. How elements are implemented, or which technology they use to accomplish their goals, should be up to the implementer to decide.

The meaning of this is that architecture is a high-level abstraction of the system. This addresses the distinction between conceptual and concrete architecture [BHB99]. A software architecture can describe the ideas behind the system’s design. However, the concrete architecture may differ because of performance optimizations, and other design decisions.

5.1.2 Views

One proposal to simplify the organization of software architecture documentation is the 4+1 view model by Kruchten [Kru95]. The purpose of the 4+1 view model is to organize descriptions of architectures in five concurrent views, which isolates concerns. The views are the following, as described by [Kru95]:

- **Logical** The logical view describes the classes in the system, or the relevant entities that work together. This description can be a class diagram, or i.e. an Entity-Relationship diagram.

- **Process** The process view shows concurrent processes or threads, and how these are synchronized to each other.

- **Physical** The physical view shows how the software is deployed to hardware, and the distributed nature of any components.

- **Development** The development view describes how the software is developed by the organization. The various personnel working on the software is relevant. This is in accord with Conway’s law, which suggests that the organization of a software system will be congruent to the organization of the team that designed the system [BH99].

In addition to these four viewpoints, Kruchten also recommends having a set of usage scenarios, or use cases, that describe the intended use of the system. These views are illustrated in figure 5.2, together with which stakeholders and concerns are important for each of the dimensions.
Each view in a documented software architecture are in themselves not sufficient to understand the system, but together enough to understand how the system works. Kruchten also argues the need for a design document should accompany the software architecture, to explain lower-level design decisions that are needed to understand the system throughout its lifetime.

Figure 5.2: Kruchten's 4+1 view model, [DMK04]

The people that are affected by the software architecture process or the resulting system are referred to as stakeholders. This title implies that they have interest in how the system is developed, like the cost and end-user support requirements, or how the completed product affects their job.

5.2 Issues with documentation

Smith et al. in [STT01] points out the confusion surrounding documentation of viewpoints of the software. Little is known about which type of documentation is useful, how it should be written, while also questioning motives for having documentation at all. This is by Smith et al. exemplified by light-weight processes like Extreme Programming (XP), where documentation is done away with completely.

Criticism of the agile software development processes like XP include that it can border to the irresponsible with regard to formality, and an undue reliance on individual competency, as cited in [Koc04]. These problems may also be present in open source.

The IEEE Recommended Practice for Architectural Descriptions positions the architecture of a system as an activity which has the purpose of reducing the formidable risks and difficulties of design, construction, deployment, and evolution of software-intensive systems [IEE00]. This reflects on a consensus among IT professionals that architectural
descriptions should be made. It does not, however, distinguish between technologies or development processes used for creating the software. In other words, properties of the open source development process may in itself be enough to document architecture.

5.3 Open source relation

It is widely recognized that large software systems should have a documented software architecture [Kru95, BHB99]. This assertion is easily understood in the context of commercial software development. However, for open source development processes, this brings some problems.

The production of user documentation in open source has historically known to be insufficient for many uses, such as described by Richard Stallman in [Sta99]. Here, it is asserted that the development of documentation should be parallel to the software, and encourage its maintenance by offering the same freedom to modify it, as open source software allows.

In much contemporary open source literature, the issue of software architecture documentation is ignored. such as in [BP01]. A reason for this may be that open source development processes traditionally have no requirements for documenting software architecture, and it is simply not given a thought. Commercial software development uses architectural documentation in order to attain high maintainability and overall quality [BHB99]. The same effect is attained in open source through its highly distributed nature, and access to enormous availability of free labor force. There are not many incentives for the average open source project to be trying to close the gap to commercial development with regard to architecture documentation.

One situation where the current open source practices on documenting software architectures is insufficient, is when it is used in narrow, specialized domains where there are fewer interested developers. If an open source process is to be used here, then better consideration needs to be given to the documentation aspects. This is however a non-issue in the software engineering community.

Bowman et al. [BH99] has suggested that analyzing the relationship between developers and code can be visualized and used to reconstruct the architecture. This is not unlike existing open source practices, where bug tracking systems and mailing list provide vital clues to who-knows-what.
Chapter 6

Participation

This chapter presents the research activities done in this project, and the evolution of the theory. The purpose is to allow reviewers to see how the results are found. Section 6.1 gives an overview of the participation phases and the philosophy behind their planning. Sections 6.2, 6.3 and 6.4 shows the processes for the three executed action research iterations.

6.1 Overview

Participation was used in this project in order to determine how documentation affects participation to open source projects. Activities reflect an effort to improve Apache Derby, through participating to it by contributing code and following the project’s development.

The time used in the various phases of the participation is shown in table 6.1.

<table>
<thead>
<tr>
<th>Phase</th>
<th>Planning</th>
<th>Intervention</th>
<th>Evaluation</th>
</tr>
</thead>
<tbody>
<tr>
<td>Iteration 1</td>
<td>08.03</td>
<td>12.03</td>
<td>27.03</td>
</tr>
<tr>
<td>Iteration 2</td>
<td>28.03</td>
<td>28.03</td>
<td>19.04</td>
</tr>
<tr>
<td>Iteration 3</td>
<td>20.04</td>
<td>22.04</td>
<td>08.05</td>
</tr>
</tbody>
</table>

Table 6.1: Starting dates used for the various action research iterations

In addition to work on resolving issues, the researcher also followed mailing lists and IRC\(^1\) channels for Apache Derby. Following the mailing lists imply a certain overview of project activity, as source code changes are automatically posted on a mailing list.

\(^1\)Internet Relay Chat, a real-time text-based chat service
6.2 First iteration

The first phrase started with an understanding as stated in the problem description in the introduction. It was assumed that there are differences between what users and developers need from documentation of a product, and what kinds of documentation exists. This may be a consequence of that working on documentation can be viewed as an unrewarding task by the technicians who have learned the system from scratch.

The lack of sufficient documentation may hurt the adoption of open source, as products can be perceived as less mature, and as having less activity. Publicly available articles provide valuable exposure, and is one method to counteract this. In addition to documentation, it is important to have a strong community that can answer questions and react to changing demands.

As the development of Apache Derby is supported by major corporations, it has good premises for studying how open source meet market demands. Through its commercial ties it is expected to provide an active and resourceful community to do research in.

Interesting for this research phase it to firstly get acquaintance with the project, find out which types of documentation is produced, and how it is maintained.

Actions that will be included in this phase include:

1. Examine mailing lists. If this is a mature project, there will be activity from a significant base of developers, and also users. If many have use from this project, both users and Derby developers may be participants in discussions.

2. Examine project artifacts. This involves getting familiar with the structure of the source code and the main features. If there are good documentation for newcomer developers, it might indicate that either:
   (a) they have a healthy focus on getting new developers to participate, or
   (b) there are excess developers in the project that are willing to do these kinds of boring tasks.

3. Do work in the project by looking for tasks that may be fixable with outside contributors. The researcher may additionally find tasks to work on from own, practical experiences with using Derby. Examine the process of including and/or discussing features in the project.

4. Entering the project will not include an introduction of the researcher. Since persons are not studied, this will be regarded as a research-ethical choice.

5. Special care should be exercised with regard to how difficult it is to understand principles of the Derby machine, and why it is difficult or not difficult to understand. This will document the hypothesis on documentation’s effect on newcomers.

The theory is that much end-user documentation is available, which is the result of the aggressive publicity Apache Derby has received, and also its use in different commercial products (IBM Cloudscape and Sun Java DB). Documenting it is therefore easy,
because it is tied to a market model. It is assumed that the project is affected by a lack of architectural documentation, as is common in open source. The code is viewed as sufficient to understand the system, and architecture descriptions are not formalized. This is similar to that the requirements engineering process is an informal process in open source. The effort of getting acquainted with project artifacts will probably include mostly reading code to understand the structure.

6.2.1 Intervention

The social code that the community follows is very evident when observing an open source project. Guidelines on how to communicate in mailing lists is one form of codification of this:

Respectful and considerate communities are one of the pillars of the Apache way. Please aim to provide constructive comments and do not denigrate others.

... Every contribution is worthwhile. Even if the ensuing discussion proves it to be off-beam, then it may jog ideas for other people.

Complaints in the community addresses that user documentation in Apache Derby is insufficient for beginners. One user comments in the mailing list that the installation guide is “extremely buggy”. As a response to this, a community member mentions a few efforts that are underway for improving user documentation, namely issues Derby-879 and Derby-913.

Issue Derby-909 Derby-909 is an issue that is marked as a newcomer entry, which encourages newcomers to the project to look at it. The problem is that SQL queries containing string literals have suboptimal performance. For the researcher, it was difficult to find a method to approach this issue, due to problems understanding how querying works, and a solution would require a rather creative approach to the optimization.

Issue Derby-1062 Issue 1062 concerns a built-in Derby function to compress a table. Compressing a database table becomes necessary if rows of varying sizes are inserted and deleted in the table, leaving unused space between table rows. The issue involves combining this functionality with a similar function, in order to reduce code. Still, the investigation of this problem serves mostly education, as it is difficult to understand.

The use of Derby- or database-specific terminology is a problem. The use of locks and row handling makes this an issue that requires some more experience with working with the system first.

---

2 Derby-879: “The Getting Started Guide is incomplete (section: Installing and working with Derby) and so not helpful to new users”

3 Derby-913: “[WWD] Proposal to create and add Working With Derby, an activity-based tutorial document, to the Derby documentation set”
Derby-836 Issue 836 was also worked on, which is related to the calculation of display widths of decimal columns. As this bug also requires a great deal of work with updating test cases, this is a lot of work. Finding the location of the error also proves to be difficult with little knowledge of the API. Working with this issue furthermore involves consulting ODBC, JDBC and SQL specifications on what the proper use of decimal columns are.

A fix is implemented. However, one problem that occurs is that a huge number of test cases will fail if the patch is applied. For this reason, the patch is not submitted at this point.

Derby-1136 The issue Derby-1136 is about data types, which also is addressed in previous work of the researcher. This makes the work easier. The problem is loss of precision in floating-point numbers due to internal conversion between 32- and 64-bit floating point numbers. This issue is easily resolved, and a patch is submitted to the bug tracking system, Jira.

One mailing list thread from January 2005 addresses the problems with architecture documentation, and demonstrates awareness of such issues:

*The Cloudscape development model has always been light on design documents, the design was intended to be captured in the code, its JavaDoc and general comments in the code. Functional specifications were written and they are all reflected in the user documentation.*

*... My guess is that there is nothing that exists that would help people understand an overall view of the system, they may be some focused papers on certain “edge” areas.*

6.2.2 Evaluation

During the intervention, the biggest problem was understanding the overall structure of the project, and its classes and Java packages. Understanding the program flow requires a lot of study, especially in an architecture with many links between modules. Evaluating the quality of the code is also difficult when being in the role as an outsider, with little reference material to consult.

There are some birds-eye views on the Internet that presents some of the higher-level aspects of Apache Derby. These are, however scarce, helpful to understand some of the basic concepts of the architecture, but are insufficient on their own.

The documentation for users is through discussions on mailing lists and regular updates shown to be regularly updated. Efforts to document the architecture of Apache Derby are also being worked on, are generally supported by many community members, but insufficient to create any good architectural overviews. Why are there many small efforts to document isolated pieces of the software, and no effort to bring this into an unified description?
Basing on the activities of this phase, it appears that there is a lot of documentation available to developers in this open source community. Documentation for users and developers have different motivations, but architecture documentation may also be relevant for evaluators. The architecture descriptions are spread out over several sources, with different authors and focuses. This makes it difficult to assess which assistance the documentation offers for the developers, as the developers can not be considered one homogeneous group.

6.2.3 Reflection

Taking the role as a contributor in the project was difficult, mostly due to the complexities of the code. Documentation that could aid the participation was scarce. In an attempt to get better understanding, suggesting new features could be useful. More thorough investigation of documentation shows no surprising findings. Both JavaDoc, test cases (functional and regression tests), and bug tracking system specify the expected behavior of the system, but they are neither easily readable nor accessible.

Another cycle of action research will be done to try harder to contribute with code. The motivation will still be to take the role of a developer, while revealing information on the research questions. Also interesting to understand is what is needed to make the job of newcomers easier to join open source projects, and what support could make their jobs easier.

6.3 Second iteration

Documentation in the Derby project may be a second-rated activity, which is overshadowed by the desire to provide “documentation” through tests and JavaDoc. Much documentation, and even printed literature exist for Derby users. The need for architectural documentation, which is need to post-system development understanding, and for newcomers to open source projects, however, is not properly addressed according to the researcher’s observations.

The complexity of a database system can be overwhelming for a newcomer to such a project. There seems to be a “critical mass” of developers working regularly on the project, which makes it interesting to join. Newcomers can here enhance programming skills, get feedback on their contributions, and participate in discussion around the direction of the product.

Theory started with documentation is made mostly for end-users, with little or no architectural descriptions being present. The current understanding is that documentation is JavaDoc plus tests, and smaller text-only descriptions of various concepts of the Derby engine spread among Wiki, web pages, and mailing list threads.

Theory for this iteration will be that the community will focus mostly on assistance on process issues, like i.e. how to create patches, and how to go by to get assistance. These are the community rules which control how everyone works. Through such a system,
getting familiar with the system is harder because the user need to look a lot of places to find relevant information. The distributed nature of the documentation may confuse developers that need to get an overview. Examining code is the only way to get a proper overview, as getting a thorough overview through mailing lists, bug system, sporadic articles and code comments is costly.

Actions for this phrase include primarily looking at reasons for the found data in the previous phase:

- Suggest functionality to add to Apache Derby, i.e. `SHOW TABLES` functionality. The purpose will be to continue learning more about the system, and also try to improve it.
- Get a proper list of all documentation resources, and to whom they are useful.
- Main focus: Why is documentation not aggregated in one source? Why is everything spread out?

### 6.3.1 Intervention

**Issue Derby-1164** A tool that accompany Apache Derby is the `ij` command-line scripting tool. This tool allows users to connect to a database, run upgrades or other operations, and execute queries. One feature that is missing from this tool, which is suggested implemented by Derby-1164, is the ability to display lists of existing tables, views, procedures etc.

Implementing this involves first being able to modify command parsing. Commands and SQL statements are in Derby parsed using the JavaCC parser generator. This essentially generates a tree structure of an entered command, according to a grammar.

After some discussion and patch suggestions in the bug tracking system, a workable implementation is made. Most of the work on the patch is spent on finding the most efficient and maintainable problem solutions. In addition, some Derby participants also highlighted the need that the `ij` tool also has to be compatible with other database management systems, which involved additional work on the patch.

The complete interaction log for Derby-1164 is attached in appendix A.

**Derby-722** Working on more maintenance issues. Derby-722 is about functionality that differs in various forms of result sets. Interesting here is to observe how test cases can relate to the project artifacts. The role of tests is to discover differences that occur during the evolution of the system, in order to bring small behavioral differences to the attention of the programmer. Tests are this way forced to be alive, and can not be ignored. This way, they are not prone to aging in the same way as any architectural description would.

**Derby-1208** A simple fix for issue 1208 is submitted to the bug tracking system. This is an issue that is a minor inconvenience when testing. The nature of the bug report was that a Derby object got an invalid state in the case of SQL statements that emitted errors.
The biggest problem as a developer was again to locate the precise code block that the error occurred in. With practice, this task is easier, but still keeping track of all interdependencies proves to be a daunting task.

**Documentation sources** As an attempt to find which documentation sources are generally used in open source, a brief search of available resources is made. The following resources are found in the Apache Derby project, and found important to participation:


5. **SVN repository logs**, [http://svn.apache.org/viewcvs.cgi/db/](http://svn.apache.org/viewcvs.cgi/db/) Also include commit logs.


   The purposes of these are different. Web pages serve as a presentation tool to the outside. Wiki allows easy update of knowledge in the community. Bug tracking system carries information on the process for resolving bugs. SVN commit logs traces all the changes, the rationale for the changes, together with the bug tracking system, and so on. The mailing lists are in many ways the glue that keeps the community together, through discussion around project control and an informal requirements engineering process.

### 6.3.2 Evaluation and reflection

There seems to be basis for the hypothesis, after only working in the project, but not studying in-depth, that documentation seem to be good for the process issues, which is necessary to attract new developers. There is no lack of information, but the documentation that exists is rarely relevant for detailed work.

Action planned and performed in the project seems to take unreasonably long time, and much effort. This will not be sustainable if someone were to i.e. do the same work while employed in an organization. Using open source in a commercial context then is
difficult – more documentation should be available if they expect other organizations to start efforts to participate in the development. Anything else may lead to costly development for organizations that possess little knowledge of the product from before.

6.4 Third iteration

People, at least the researcher, don't know where to look for documentation. Impression that the production of documentation is very much ad-hoc, put into a framework, “because they must”, and because it is a rule that documentation should be produced. For elitism cultures it is easy to ignore the rest of the community, especially when the community is tight-knit and there are few benefits from the openness.

The distributed nature of documentation makes it harder to understand the project at a first glance. Interested developers must follow the project for some time in order to understand where the development is heading. There is a very well-developed documentation structure for the users, but for developers participating it is important to utilize the time perspective to get familiarized.

For individuals are participating to open source, lack of open source experience is probably reducing performance. Theory is that it is a learning process, and when experience is built, the individual will get self-confidence and know what requirements are set to the code, including what requirements are set to participating in the planning of releases, and thereby acquiring the knowledge required to work efficiently.

The following actions are planned:

1. Suggest issues necessary for making a documentation framework in open source. The type of architecture documentation, the extent, and the purpose are all relevant to mention.

2. Reflect on if newbies need more than process support, in light of the participation that the researcher is doing himself.

3. Continue normal participation.

6.4.1 Intervention

**Derby-1164** The iteration started with continuing the work on Derby-1164, which was an issue related to the introduction of `SHOW TABLES`-alike functionality. Some problems are discovered, i.e. there are no uniform ways of returning the currently active schema in database management systems. This addresses the cross-platform compatibility of Derby, which appears to be a sore issue in the community. Also, returning the correct subset of data to the user, is choices that there are no good answers to.
Suggestions for documentation production  The researcher’s suggestion for how documentation, in particular architecture documentation can be viewed in an open source community:

- **Social dimension:** Following the development on the mailing list is an interesting activity, and probably something that most open source developers interested in contributing should do. What is provided here is necessary in order to understand the social dimension – why people participate, how they participate, normal politeness, etc.

- **Process dimension:** CVS/SVN Commit logs and bugs and the likes are also a vital part of understanding what is going on, why it is happening, and the progress. These are open to the outside to provide evidence for activity and health of the community. Also, information on how to contribute, and the extent to which the community values contributions from outside, is here good.

- **Technical dimension:** Models, technical overviews, design rationales. These may be spread across multiple sources, such as bug tracking systems, mailing lists, etc. This is for the purpose of understandability not a good solution, but simplifies the maintenance and gives participants a streamlined approach to their code work.

Who should create the documentation? Documentation is an intermediary whose purpose is to support the primary goal, the software, and its development and maintenance should be integrated with the software’s development [For02]. Existing practices are sufficient for the participants, but it might be advantageous for newcomers to have something that enables them to ‘speed up’ the learning process. This could be i.e. better overview, a developer manual that documents all aspects of the system, schematic overviews, dependency diagrams or the like.

**Derby-1262**  The derby-1262 issue was regarding incorrect behavior of LIKE statements. The optimization of SQL statements containing LIKE would result in that control characters be handled incorrectly. If strings had a tab character (ascii 0x09) on the place where the string matching occur i.e. "asdf\tabjk1" LIKE "asdf%", then it fails.

The bug is approached by trying to find out which function actually fails. The error is located by following the call hierarchy in the code, a process that was time-consuming. The steps are the following, included to demonstrate a point:

1. LIKE-optimizations are evaluated in the LikeEscapeOperatorNode class.
2. Various uses of LIKE uses different kinds of optimizations. Some of them involves replacing the LIKE statement with the faster LessThan and GreaterThan operators.
3. When LessThan and GreaterThan operators are used, BinaryComparisonOperator nodes are used to indicate comparisons in the query tree.

---

4CVS and SVN are common version control systems.
4. When the statement compiler runs, the comparison operator is serialized into the compiled statement class. The constraints (LessThan/GreaterThan value) of the comparisons are written in order of selectivity, that is, constraints that selects the fewest rows are prioritized.

5. When the compiled code runs, a BulkTableScanResultSet is generated (or index scan result set, in case the table column is indexed).

6. The BulkTableScanResultSet passes on qualifiers (constraints) to scan controllers. Scan controllers return rows to the table scan class, and ignores rows that does not satisfy the constraints.

7. SQLChar.stringCompare seems to be manifesting the failure.

What is worth noting here is the complexity of a process to resolve bugs when prior knowledge is weak.

A fix for this is implemented, and submitted. In order to increase the chances of the patch being accepted, the number of changes is kept to a minimum, and test cases are updated and verified to run correctly.

6.4.2 Evaluation

Newcomers to advanced open source projects should have additional support, as this is a costly activity. Newcomers can have a lot of motivation to get into the project, may also be very talented, and easily understand how things work. A larger group of not-so-savvy people may need support in the form of mentoring, or maybe better for larger numbers, proper documentation on architecture.

There may be properties of open source projects that make them more or less susceptible to problems with attracting newcomers. It may be unwise to apply practices in open source without good reasons. Limiting the freedom in an open source project may work counter-productive, taking away the freedom to work in an agile manner. Documentation should for most purposes therefore be regarded as a supporting activity.

6.4.3 Reflection

There are many implementations of open source where documentation for developers will not have a good effect at all. Documentation may be something only beneficial in hi-tech environments, with little user interface, where work is done on a component that is valued for its reusability. Requiring that open source produce documentation in a certain way is not meaningful, as the agility of open source processes are vital for their success. Improvements to practice need to be the product of measurable improvements to the development process and post-deployment maintenance.

The decision to end the action research process in Apache Derby is made, since the findings are sufficient for discussing the research questions. Further activity in Apache Derby would probably not uncover more.
Chapter 7

Discussion

This chapter summarizes and analyzes the findings of this thesis, and will further explain what information is the foundation for answering the research questions. The findings will be analyzed using the following axes:

- How knowledge is shared in the open source community.
- What issues are perceived to exist in participation, as researcher observes from own participation, or discussed on mailing lists.
- What other open source literature says on the same topic.
- How an inexperienced developer’s expectations conform to the documentation artifacts that already exists.

These axes are not in themselves the subject of the study, but are aspects that the research may address, and may contribute to understanding the research questions.

7.1 Success factors for open source documentation

Wohlin summarizes in [WRH+00] the basic requirements for being successful in software development. These include:

1. Understanding the software process and product.
2. Definition of process and product qualities.
3. Evaluation of successes and failures.
4. Information feedback for project control.
5. Learning from experience.
6. Packaging and reuse of relevant experience.

These goals address how the software development process learn from its experiences, and manage information regarding the product. In software engineering, a separate organizational entity called a Experience Factory can be used for capturing experience. Its motivation is to make previous experience available to software development projects [Din02].
Open source implements an ad-hoc knowledge factory. Knowledge is implicitly codified in mailing list discussions, and issue tracking. As an effect of the distributed nature of open source, there is vast amounts of information on which persons have worked on which issues. This enables expertise on a particular issue to be located through finding who has worked on a particular part of the program before. Dingsøyr in [Din02] compares this type of knowledge management to a “yellow pages” of who knows about what.

The activities in the researcher’s Derby participation also faced similar problems, when working with extensions to the IJ tool. While working on the issue Derby-1164, some negative feedback was received as the extensions broke features of the IJ tool which they found useful. Little codified documentation, if any, would help in getting the correct understanding. The feedback was a social process in which knowledge is stored in the network of developers.

A premise for efficient open source development is outside contributions. Knowledge accumulated through the development process may be available to the community through other participants in the community, and some knowledge available codified in textual sources. Either of these are not necessarily easily accessible, and recovering design decisions becomes either a social or a creative effort.

Understanding success criteria for documentation in open source is difficult because it requires knowing open source’s ability to retain its base of expertise, and knowledge of design decisions that have been taken. Open source retains this inside-knowledge in the community through that the original authors of the product often stick around. They are the senior members who review and give feedback to new developments, ensuring the architecture and community remains healthy.

It is evident that larger open source projects are doing well with their usage and their innovation, measured from the popularity of the system. Larger open source systems easily attract volunteers, while smaller and more specialized domains may struggle. This has i.e. been shown in [Mor05]. This may involve higher requirements for codifying knowledge in the form of architecture descriptions, and not only in the typical network of communications that traditionally follows open source.

### 7.2 Apache Derby

There are several sources of documentation in the Apache Derby community, of which few resemble design or architecture descriptions in the traditional sense. These are:

- **Mailing lists.** Mailing lists are one of the primary sources of knowledge sharing. The mailing lists are used by developers to communicate the activities being worked on. Questions regarding how various functions of Apache Derby works is common. When users ask for help on the mailing lists, they are often directed to relevant web resources that provide the information they are looking for. Following the mailing lists for a short period of time leads to a good impression of where information
is located. In addition to addressing user problems directly, the mailing lists are also excellent sources for growing the amount of information available to Internet search engines.

As a consequence of that discussions in mailing lists are the core of understanding what is happening, the developers need to pay attention to them for a longer period of time to understand what the current goals of the development is. This allows observers to see who is working on what, and participate in discussions on what next releases should contain.

- **Wiki.** The name Wiki means a web site that is easily modifiable by its users, and where each modification of the page is tracked. Information stored in Wikis are typically changing more often than other information. Apache Derby uses Wiki for:

  - Bug lists, such as high priority issues, or tracking the compatibility to JDBC and SQL.
  - Information on how to contribute, and how code contributions should be formatted.
  - Information on proposals, sub-projects, and brief overviews of design and architecture.

This is knowledge that mostly support the development process, and to assist in understanding specific aspects of the code. The purpose of Wiki appears to be to transfer know-how inside the community, much like an Experience Factory, but completely optional. An example wiki page is shown in figure 7.1.

![Figure 7.1: A wiki page for Apache Derby, editable by anyone.](image)

- **Project artifacts.** The source code in Apache Derby constitute around 2.5MB of data, a number which also includes test cases and tools. JavaDoc in the code describes the interfaces between modules, and also some design- and architecture aspects. Through participation, this was found not to be sufficient to understand interdependencies between classes easily. An instance of this was Derby-1262, where
the researcher used considerable time to find execution paths through the program. The documentation describes design choices and explains classes, functions and algorithms, but fails to describe larger aspects.

Open source code is based on the principle that code can speak for itself. While intelligently written code has some ability to speak for itself, being a masterpiece doesn’t necessarily make it easier to understand. Documentation inside the code is therefore easy to use if you know where to look, but is in itself insufficient.

- **User documentation.** Apache Derby provides considerable user documentation resources with information on installing and using the Apache Derby database system.

- **Test cases.** The expected behavior of the system is partly documented through its test cases. These are sets of programs or SQL statements, and their respective outputs. Before each check-in to the Apache Derby code, developers are required to run suites of tests that will verify that the changes doesn’t break existing functionality.

  These are important in order to ensure that a compiled version of Apache Derby will be *binary compatible* with other programs. Binary compatibility means that a new version behaves similarly as an older version, with the exception of any additions to the interface.

  With regard to their relevance as documentation for developers, the test cases may be cursory for how the software should work. They address the historically evolving system, preventing changes that breaks existing functionality, while showing what different components of the system needs to support.

- **Bug tracking system.** JIRA, the bug tracking system used by Apache Derby, binds the source code to the implemented changes. This is another of the primary contact points with users. Entries in the bug system consist of a short description, problem description, and a participants’ discussion of the issue.

### 7.3 Documenting software for newcomers

Especially through the work with issue Derby-1262, the researcher used a lot of extra time in trying to figure out architectures and execution paths through the program. This was a problem, there were no easy ways of getting an overview of the code except for relying on creativity, or asking experienced developers.

The lesson learned after the Apache Derby participation is that it requires a lot of time and motivation to learn the various aspects of a system. The workload required to learn a system may be a deterrent for contributors, especially those without well-defined incentives to contribute. Learning the open source process is easy enough even to learn through observation, but understanding deep function call hierarchies has some
problems. An hour spent on describing these can hypothetically save an hour for a lot of other developers.

Les Gasser et al. described the knowledge development/transformation process in open source as having “extreme multiplicity of viewpoints, representations, experiences, and usages” [GRSP03]. This multiplicity has been observed also in this study. Is this positive for a newcomer developer in open source? A likely effect is that parts of the software that evolves rapidly will through this be well documented or explained in bug tracking system or i.e. Wiki, while stable parts of the code will have no documentation usable for later maintenance.

From the study, Apache Derby and possibly other open source projects have a different idea of the requirements to document software. Software architecture literature [CBB+02] cites its decisive role in software development: “[documentation] is the conceptual glue that holds every phase of the project together for its stakeholders”. The notion of open source being weak on producing documentation observed in this work and by others [PC04, Sta99, Ols06] is something that need to be recognized. However, there are counter-examples in open source, i.e. the Mozilla project described in [MFH02].

While code reading and tool support for retrieving architecture offers some help, the mental knife sharpening and rigor introduced to the development process through architectural descriptions and traceable requirements is a possibility that should get more focus.

7.4 Comparing findings to other literature

Development of software with open source can be more productive, give higher quality, and cost less than counterparts in commercial software development [GRSP03]. This suggests that while open source is light in its process, it still delivers successful software. However, there are good arguments for bringing open source closer to software engineering practices, which involves a disciplined approach. Having a rational software development process involves that architectural descriptions and planning is done in advance of implementation, that the system is open to easier reviews and transfer of people and ideas, and that progress can be more easily tracked [PC86].

The complexity of software-intensive systems are dependent on the number of programmers working on it [Web06]. The product is not necessarily the the sum of all developers’ work, as human communication diminishes when traveling between large numbers of people (ibid). Coping with this problem requires effective communication where perspectives from inside and outside both are regarded. Traditional open source development manages communication well, but there is potential for improvement through educating participants on the need for storing knowledge and documenting architecture.
Chapter 8

Conclusions

In this work we have studied how open source relates to production and maintenance of documentation. Understanding the properties of the products being developed, as well as the process, are success factors for any software engineering project. For open source, understanding the product requires a long track record of following the product’s development.

The participation to Apache Derby, in addition to experience in participating to open source, resulted in good information on how the system is documented. Relations between the different artifacts that are managed in the project were found, like Wiki, issue tracking and test cases. All serve the purpose of tracking changes, and sharing knowledge among the participants. The artifacts were also found to be categorizable into social, process, and technical dimensions.

The core of this discussion, the lack of architectural documentation, is an issue that concerns large open source projects. While Apache Derby is strong on providing information for its users, the lack of a documented architecture leads to higher learning costs for newcomers. This does not constitute a problem unless central actors leave the project. The product’s maintainability and quality would be jeopardized if code reviewers have little knowledge of the architecture and design considerations.

Open source managers should be aware that running a process light on documented architecture may have negative consequences in projects with marginal diffusion. The luxury of agility and document-less development may be better suited to high-status, high-profile open source projects, where there are greater social incentives for experienced developers to stay. Furthermore, any documentation efforts in open source should be integrated in the development process itself, in a manner similar to the integration of the issue tracking system or test cases in Apache Derby.

We have discussed the use of documentation in context of an action research study. Knowledge and self-consciousness about open source development processes is based on maturation, and is a prerequisite for experimenting with open source. These findings are based on hands-on experience, but are only one person’s opinions in context of one open source project.

Current practice in open source is evidently sufficient for creating creating innovative,
new software. Experimenting with the production of birds-eye views on architecture, or design documents, would be interesting. This could ease contribution barriers for newcomers, and allow easier understanding of the product qualities that the community values. Apache Derby has many efforts to document its intricate architecture, but they are not aggregated.

It would be unwise to prescribe practice for open source communities. However, the awareness of how knowledge is shared would remove some of the fuzziness of open source, and bring it closer to formal software development processes.

**Further work**

Using action research for learning and researching open source has been a successful endeavor. In an educational context, it gives the student opportunity to reflect on software engineering, work on technical challenges, and also contribute to knowledge.

The findings in this work are based a qualitative study of the Apache Derby project. There is a need to investigate how other open source projects manage knowledge and documentation in general. Making quantitative studies on this would increase confidence in the results.

Based on experiences from this work, or from ideas from using the research approach in this study, here are some suggestions for future research:

1. This work suggests that some open source projects have a need for a documented software architecture. For existing projects, recovering the architecture may involve understanding both how the development is performed (a development view), and recovering a logical structure of the software. It may be interesting to devise methods for architecture recovery in the context of open source.

2. Suggested in this work is that documentation should be integrated with the open source development process in cases where documentation is regarded as important. How can this best be done, and what cost will such an integration have?

3. What risk factors are there for companies wanting to use open source as a development model? Adopting open source processes involves some risk, notably the risk of giving away code with no benefits for the owner. Which factors need to be in place for a company wanting to reach a particular goal through maintaining an open source project? Is open source predictable enough to be called an engineering tradition?

4. Larger open source communities can be divided into virtual work groups that work on isolated parts of the code. For instance, the Mozilla project consist of teams managing various technologies such as RDF, XPFE, XUL, JavaScript, and HTML rendering. It also manages 50+ localization teams. How is knowledge shared among such sub-groups, and how do they ensure that the product is coherent? How does the development process encourage cross-team communication?
5. A participatory study in open source could also address how quality attributes are manifested in open source projects, as they otherwise are presented in software architecture literature. Are software designed with modifiabilty and reliability in mind, or is this a result of an imminent need for some party in the community?
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Appendix A

Issue log for Derby-1164

Names are anonymized due to only the process is of significance, and not the persons.

Description
New users migrating from mysql are familiar with commands 'show tables' and 'describe' to respectively display all permanent tables, and show fields in a given table. These are not standard sql, but I suggest to implement them only in the IJ tool for user-friendliness.

As suggested in db-dev, using DatabaseMetaData should provide the necessary query strings.

Comment by Håvard Mork [30/Mar/06 12:41 PM]

Attached suggested patch. I am thinking outputting only a minimal information may be sufficient, and very convenient in order to reuse existing code. Alternatively, for 'describe', separate SQL queries could be made (with ijStatementResult) to output data in a table format.

Feedback is appreciated.

Comment by C1 [30/Mar/06 05:07 PM]

Hi Håvard,

Thanks for this useful patch. The parser productions look good to me. However, I’m hesitant about modelling the result as a vector. I think it would be better to return results which look more like tables rather than coalescing all the information into a single column. I think you will end up with something more powerful if you write an implementation of ijResult which wraps a ResultSet. This will let you rapidly display all sorts of DatabaseMetaData calls.
Comment by C2 [31/Mar/06 01:41 AM]

Thanks for this useful patch!

Did a quick review, with following comments:

1) Should IJ help be modified to show new commands?
2) If you have the itch, more could be added... to display
   procedures/functions, indexes, views, synonyms...
3) Should a test be added to function tests? It may be little more involved
   to add test than to code this!

Comment by C3 [31/Mar/06 09:44 AM]

Nice start. I think some more work is needed to make this really useful:

1. Display length for character types, precision for numerics
2. Display information on primary keys and nullability
3. Not require schema name, and look for tables in current schema in that
   case. I think many of those who will benefit the most from this command,
   may not necessarily know much about schemas. They just use the default
   schema.
4. Would be nice to have a 'show schemas' command
5. Would ne nice to be able to list tables within a given schema.

Comment by Håvard Mork [06/Apr/06 05:51 PM]

Thank you for all your feedback. I’ve thought more about this, but I’ve
been unable to find a good way to using the returned resultsets from
DatabaseMetaData directly, while still getting a nice layout.

In the attached patch, I have made local versions of the DatabaseMetaData
query strings. Where possible, I’ve tried to cast data types so rows will
fit on 80-char display widths. As for the querying parts, I’m unsure
whether this is the best approach.

Comment by C4 [06/Apr/06 06:24 PM]

Copying the meta data queries into ij ties ij directly to a specific
version of the database engine. I don’t believe this is a good direction.

ij is intended as a fairly neutral JDBC client that works against any
database engine. While it may be ok to tailor ij for Derby, having to
need a specific version of ij to talk to a specific version of Derby
will cause problems.
It would be interesting for you to provide a patch that uses the DatabaseMetadata methods directly and displays the resultant ResultSets using the standard ij code. The we could think about the "nice layout", what's nice to you maybe horrible to someone else.

Comment by Håvard Mork [07/Apr/06 11:52 PM]

Thanks for the review. I agree with what was pointed out regarding the intended use of ij.

One thing that puzzled me was the 'getTableTypes' and 'getTable' entries in metadata.properties. They both mention tables, system tables, and views, but they have no entries for synonyms. I don’t understand issues regarding version compatibility of metadata.properties well, so please say if there are any problems.

Comment by Andrew McIntyre [20/Apr/06 05:07 AM]

Hi Håvard,

This patch is looking pretty good. A few comments:

- the ij help command should be updated to include a description of the DESCRIBE command.

- better error handling for bad syntax and validating proper input of table names would be nice, but not a necessity. For example, try entering in bad schema or table names: 'show tables in blah;' or 'describe blah;' where blah doesn’t exist. Again, not a necessity. It might be more trouble than it is worth.

- a 'show indexes' command (corresponding to DatabaseMetadata.getIndexInfo) for a table would be nice, but not a necessity for the patch to be committed. That could be added later, same for showing primary/foreign keys on a table.

- as for displaying the results nicely, perhaps you could alter ijResultSetResult so that it takes two arrays, one which specifies which columns from the metadata query to present, and the second which contains the width at which to print the corresponding column. These arrays could then be set appropriately from the show* methods in ij.jj as needed. Then you could alter JDBCDisplayUtil so that when it takes an ijResultSetResult to display, it gets the arrays it should display from the columns array of
the \texttt{ijResultSetResult} (or all columns if the column array is null), and only displays them at the width specified in the second array (or the default width if no width is specified in the second array). I realize that this could end up being a fair piece of work, but it might be worth the effort. Does anyone else have any good ideas (meaning simpler) for presenting the results nicely?

C2, the change to the metadata query looks ok. Is there a reason why synonyms where not added to the results returned by \texttt{getTableTypes()} earlier?

\textbf{Comment by Håvard Mork [26/Apr/06 09:08 PM]}

Your suggestions are very helpful. I am attaching a new patch (1164\_4.diff) with some changes:
* Modified \texttt{JDBCDisplayUtil} to display a selection of columns, with column widths set by \texttt{ij.jj}
* Added 'show indexes'
* Verifying that tables exist

There are still some problems:
* There are no standard way of getting current schema. Now using 'values current schema'. For non-Derby dbms-es, the failure to return current schema will lead to that i.e. \texttt{DESCRIBE} will return matching table names in all schemas (with a SCHEMA column, though). Any smarter way to solve this?
* What information to print and column size is a subjective matter. It is difficult to choose between one-line-fits-all, and ensuring that column values are output fully.

As for viewing fk/pk in tables, I've chosen not to implement it now, but that could be implemented later.

The patch passes derbytools and derbylang.
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ABSTRACT
Open source projects can be regarded as interesting sources for software engineering education and research. By participating in open source projects, students can improve their programming and design capabilities. Master’s students can also contribute to increased knowledge concerning research questions by reflecting on their own participation with an established research method and plan. This work reports on a study in the context of the Netbeans open source project, which serves as a successful example of using students for educational and research purposes. The research method used is action research.
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1. INTRODUCTION
Open source software development poses serious challenges not only to the commercial software industry but also to academic institutions that have the mission to educate software engineers. Some of our students love to participate in open source projects and some of them have been participating in open source projects for years, motivated by their passion for programming. How do we, as software engineering teachers and researchers, tackle this challenge so that we provide a sound and motivating milieu for software engineering education?

Open source software projects have been exploited for successful empirical software engineering research [15]. At the same time, the importance of open source software as a trend which should shape our education program is well accepted [20].

There is a tradition for combining empirical software engineering research and education [4]. In this work we aim to exploit open source software for education and empirical purposes.

This article discusses the use of action research [6] in the context of empirical open source software research. We use action research for organizing open source education and empirical research. Assignments are designed for fifth year students, who act as both researchers and developers in open source projects. The assignment is to participate in one open source project. The main constraint and source of feedback, in addition to teacher supervision, is the interaction with one existing open source project. The student influences what kind of technology that is worked with. The goals of the project include defining relevant research questions. The candidate will have to study existing literature on open source development, select an open source project by defined characteristics, and participate actively in this project. Students can choose this assignment as part of their ninth semester project (500 hours, which counts half of the teaching load that semester) or tenth semester master’s thesis (1000 hour project, which is the total teaching load for the semester).

Students who are admitted to these projects must attend two supporting courses (with exam). The first course provides a bulk of open source literature ([2, 3, 9, 10, 15, 17, 19, 22, 23, 24]), and they have access to the reports of the students who have previously worked on similar projects. The second course is an introduction to empirical software engineering [5].

In this paper, we will present a case that will provide the choice of the project, the research questions and the answers we found to them. More important, we will summarize some lessons we learnt from action research and open source software. We discuss how the choice of the research questions, the research methods, the literature, and the choice of the open source project are dependent on each other.

The structure of this paper is as follows: Section 2 provides the foundations of this work in three fields which are open source software, action research, and the intersection between software engineering education and empirical software engineering. Section 3 presents our case and Section 4 provides discussion and our conclusions.
2. BACKGROUND

2.1 Open Source Software

Open Source Software (OSS) is a concept that does not represent one particular software engineering method, but can be more accurately described as a set of principles, or a philosophy. Open Source (OS) means software that is developed according to a license model that conforms to the open source definition1.

Software developed as OSS differs from commercial software in both how the product undergoes changes, and the economic incentives for the development. Commercial software is developed with private benefits in mind. The product is then the result of a requirements engineering process, which is aimed at creating value for potential customers. On the other hand, open source operates with the goal that anyone can alter and redistribute the software with no economic compensation to copyright holders.

The success of open source can largely be attributed to the “scratch your own itch” ethos. Developers who need to solve a particular problem may turn to open source in order to see if a similar problem has previously been addressed. If not, and they think the problem is shared with others, a new open source effort may be the solution, so the developer can benefit from contributions from people working with the same issues. Open source can thus be a solution for the need for a common toolbox.

2.1.1 History

The history of open source begins with the hacker culture of the 1970s and 1980s where making source code freely available was common in academic communities. In 1985, the Free Software Foundation (FSF) was established by Richard Stallman as a reaction to the “closed source” culture of commercial software vendors. The intentions were to bring freedom to copy and modify software back to the average user. Finally, in 1998, the term “Open Source” was introduced as a concept that disassociated itself with the anti-commercial ties of “free software”. The difference between these two terms are mostly ideological.

2.1.2 Volunteer culture

Developers who participate in open source projects consist of a very diverse group of people, both professionals and hobbyists. Their mutual interest in the product of a specific OS project is what connects them. For many developers, OSS represents a proving ground where they can have varying learning goals, enhance social relationships, and gain privileged access to a community [22].

On a group level, trust and collaboration are basic principles. Members collaborate on the basis of mutual expectation, which either leads to trust or suspicion [14].

The potential for commercial use of the open source phenomenon is also apparent. OSS represents an easily accessible platform for innovation [7]. With open source, small firms can reduce the cost of innovation, with the possible disadvantage of sharing their own ideas with competitors. It also enables service-oriented architectures to spread on the web, where content of different nature can be integrated, like human-readable text, pictures, and interactive components.

2.1.3 Development practices

Development in open source is characterized by being an evolutionary process, which differs considerably from commercial processes. Typical commercial models involve lifecycle models where phases in the development are sequenced. A different approach is taken in open source, where development consists of concurrent processes that all work towards a goal [19].

The highly distributed nature of OSS also has implications for how OSS works. Developers may live in different time zones, may have day jobs to attend to, while other developers may be paid by an employer to do OSS work full-time. With the various time slots generally available to individuals, asynchronous communication is necessary. Mailing lists and newsgroups are commonly used to coordinate communication.

Deng et al. points out that project management in open source is reduced to a minimal set of “technical” activities, that revolves around which code to include and not include in the main product [7]. The decision power in OSS generally arises from the merits and previous contributions of the members.

2.1.4 Licenses

Unlike commercial, non-free software, open source gains much of its momentum in that it is available for no cost to adopters. Some firms have managed to create commercial models around OSS, by offering complementary products and services. The role of software licenses is here to protect open source from opportunistic behaviour. Licenses protect the ownership of the code, limiting how the product is distributed and ensuring that it stays free. The licenses are furthermore required by the open source trademark to abide by the principles of the open source definition.

The GNU Public License2 is one license that conforms to the open source definition. This license commands that the source code needs to accompany all versions of the software, that anyone can make changes to the code, and that the altered version must carry the same license agreement.

2.1.5 Leadership

The basic principle of open source is that anyone can download, use, and modify software without having to pay. This philosophy works because the product will be improved through collaboration and adapted to other needs [3]. Deciding which improvements and changes that should be implemented into the main version is up to members of the community to decide.

Authority in open source communities is based on member’s merits. Developers that have contributed a lot to a

1The Open Source Definition is available at http://www.OpenSource.org/. The term “Open Source” is a trademark of the Open Source Initiative.

2http://www.gnu.org/copyleft/gpl.html
Figure 1: The cyclical process model (CPM) of CAR.

project will have significantly more influence than users that just participate on mailing lists. Only a limited number of persons will typically have access to make changes in the source code, in order for the quality of any changes to the software to be controllable.

2.2 Action Research

The empirical study that is reported on in this work is based on the action research (AR) method. AR originates from social sciences, and is used for learning from experience by intervening in a system. One orientation of AR is Canonical Action Research (CAR), proposed by Davison et al. [6].

CAR, according to Davison’s description, is an iterative process which consists of two main components: carefully planned and executed cycles of activities, and a continuous process of problem diagnosis. It has a dual intention of improving practice in an organization through a change process, while contributing to knowledge about the object of the study.

A principle of applying CAR is having a theory in advance for doing CAR research [6]. This is helpful to position the work in a cumulative research tradition, narrow the scope of the research, and ensure that the work has scholarly as well as practical interest. While CAR may be applied without theory (“action learning”), the amount of collected data may be reduced if a theoretical framework is already established.

The various phases of a Canonical Action Research iteration are shown in Figure 2.2. The phases are:

1. Diagnosis: This phase involves the researcher diagnosing the organizational situation and reflecting on its causes. The objectives of the CAR project will control what is studied here, along with experiences from previous CAR iterations. Goals of the diagnosis phase include determining causes of a problem, and study the environment in order to allow a thorough action planning phase.

2. Planning: The planning phase should generate a course of action for examining the subject and collecting data. The actions that are planned should be related to the objectives of the AR project, as well as the current understanding of the problem being examined. The motivation for the actions will be to better understand the problem at hand.

3. Intervention: The purpose of the intervention phase is to apply change, and observe the outcome. Together with theories and expected results, this represents the main data source for later evaluation stages. Intervening in an organization requires that a plan for collecting data is present. Data collection techniques should be applied before, during, and after the intervention, in order to ensure a large volume of data is available for later analysis.

4. Evaluation: Results from the intervention phase should be analysed in the context of the current understanding of the problem and the goals of the research.

5. Reflection: Reflecting on the results of an iteration can determine whether additional iterations are necessary, or the lessons learned can be used to further refine research questions. If the goals of the project have been accomplished, then it could be decided to terminate further investigation.

2.3 Software engineering education and empirical software engineering

The software engineering education community values industry interaction and dialogue about what and how we should teach to our students [13]. At NTNU3, IDI4, we have 30 years experience of working in cooperation with the Norwegian software industry [1, 11] in the context of student projects.

Open source software development is relevant to industry as many companies are participating in open source projects and using open source software. The education community accepts this trend and recognizes open source software as a source of inspiration and influence for software engineering education [20].

In [4] we propose a framework in which empirical software engineering and software engineering education can co-exist by defining four roles that have some interest for student projects. These roles are: teachers, students, researchers and industry. A similar perspective about synergic aspects of empirical software engineering and software education is discussed in [18].

3The Norwegian University of Science and Technology
4The Department of Computer and Information Science
3. THE CASE

The directed study reported on in this work, which is available in [16], was based on an assignment that did not constrain the student with regard to what research questions would be posed. Only that Action Research should be used, and participation to an open source project was mandatory. This study was carried out by one student. Previously at NTNU, there has been one master’s thesis following the same kind of assignment [21]. This master’s thesis was carried out by two students working together, and served as an example for participatory research for the student reported on in this case.

3.1 Diagnosis

The project aimed to participate in and contribute to open source software development in order to better understand how firms use open source for their own software development. The goal was to determine the effects of using formal techniques in open source projects, like explicit planning, ownership, inspection, and testing in open source projects, as they occur in commercially controlled open source projects. Through the study, it was intended to see if the commercial use of OSS leads to a more manageable process.

The research goal and questions were created from a literature survey that was done in the first two months of the project.

3.1.1 Research questions

Two research questions were formed:

**Q1:** Are developers who are not directly hired by the controlling organization able to affect the decision processes?

The rationale for this research question was to uncover how commercially operated OSS projects view volunteer developers. In case of any confusion of roles, especially with regard to paid vs. non-paid developers, the current OSS development process may not be well implemented.

**Q2:** How much of the decision process is open to the whole community, and to what extent are decisions taken inside the organization that is controlling the open source project?

For OSS projects where decisions are not multilateral, participants may feel there are conflicts in the community, as described in [12].

3.1.2 Project selection

As the number of potential open source projects to choose from was large, a project selection phase was initiated in order to find a project that suited the study well. Project selection and research questions are related, as the studied artifact must be suitable for the research goal. Open source communities have widely different differing characteristics; they have varying size, different goals, and can accomplish higher levels of maturity. As the project aimed to investigate commercial ties in OSS, the selection process aimed to find a project in which this connection was prevalent.

A list of OSS projects where the project maintainers were known to be commercial firms was generated from Internet searches. These were Jetty, JBoss, PHP, Mozilla, MySQL, JINI, SugarCRM, and the one later selected, the Netbeans IDE. The projects were subsequently evaluated in context of a set of selection criteria:

- Should consist of 10-50 active developers, observed from public mailing lists or bug tracking system.

- Community allows entrance in a supporting role.

- Formal techniques (project planning, etc.) are used in the OSS development.

- Implementation is done in either Java or C++, to which the student is acquainted.

- Available public mailing lists, chat, and bug tracking.

- Software has general usefulness for student.

From the student’s evaluations, Netbeans, Mozilla, and JINI accomplished similar scores. Mozilla was not selected because the student already was active in this community. Prior experience in an OSS community, however, should not pose any problems with the possible exception of reduced personal learning. Netbeans was subjectively evaluated to be more interesting than JINI, and therefore Netbeans was selected to be the subject of the study.

3.2 Planning

During the initial planning phase of the project, a data collection strategy was developed. With qualitative data analysis, the goal was to capture as much interaction with other participants as possible, thoughts and opinions during the project. The following elements were emphasized in the plan:

1. Which people that participated in discussions in the community.

2. The process which is used for accepting or discussing contributions, and how decisions for accepting code changes are made.

3. Communication between developers regarding changes will be useful for later analysis, to see how decision-making processes work.

4. Information about how source code contributions fit into schedules and personnel allocation.

The initial theory for the project was based on an assumption that the commercial use of open source will include practices from both commercial and open source development processes.

3.3 Intervention

The study was executed with two iterations of Action Research. The student started with little knowledge of the decision processes in the Netbeans project. A meritocratic leadership was assumed to exist in addition to the maintainer organization’s influence on the product. Actions that were planned for the first iteration included finding open bugs, making significant changes in order to fix the issue, and following through the inclusion of the change into the main version.

5A leadership structure based on that contributors with more contributions and experience have a larger say in decisions. [8]

6A “bug” means a defect report or issue that needs attention in the source code, either by changing the source code, or by dismissing the defect/issue with some good reason. That a bug is “open” means that none has claimed it as their responsibility.
Finding bugs that were easy to work with was harder than expected. Three bugs were addressed in this phase, but with regard to the number of code lines the contribution was small.

From the interactions in this process, Netbeans was found not to significantly differ from meritocratic hierarchies in other OS communities. However, one surprising discovery was that most contributors seemed to be employees of the maintainer organization.

3.4 Evaluation
Analysis of data was done with a pre-defined plan that involved considering the observations in context of a theory. Davison et al. state that theory provides a basis for delineating the scope of data collection and analysis [6]. Assessing findings in a broader context also increases confidence in the results.

Thought maps and categorization of the findings was also used to manage own interpretations in a more creative way. Distinguishing between what are facts and what are judgements must be done to allow any reader to make up their own assessments and interpretations [6].

Tangible results that were found from the project included findings in the Netbeans community that there may be problems in attracting a large volunteer workforce. However, the Netbeans project does implement the Open Source model well, and values all outside contribution. Further investigation will be needed to see if these tendencies are universal to other OSS projects where commercial organizations are maintainers.

The project described here has been evaluated by a professional who works in a software company and who has long experience with open source projects both as member of his organization and as volunteer. This professional is positive to the results of the project. Both during the formal evaluation meeting and during informal conversations, this and other professionals recognize the importance of the project in particular and the assignment in general as a way to educate software engineers and to accumulate knowledge about open source projects. He criticises the nature of the research questions which are not enough related to the software engineering domain.

During the project, the time schedule was found to be unproblematic. However, more time during the project participation part would be preferable. Joining a OSS project, getting familiarised with the project artifacts, while also contributing to it, takes considerable effort.

3.5 Reflection
Actions for the second iteration would focus on participating to one module within Netbeans, and looking closer at the artifacts surrounding it. The “JavaCVS” module was selected. Only one bug lead to a successful resolution during this iteration, which incidentally was unrelated to the JavaCVS module. What was learnt from this iteration, was support for the notion that few participants outside of Netbeans were active.

After this iteration, the action research cycle was ended, as the time constraints were exhausted, and sufficient information to discuss research questions had been collected.

In retrospect, there are many ways in which participation to OSS for education can be made smoother. First, focusing on OSS as a social discipline can help the researcher to get access to the project artifacts, and contribute to valuable knowledge both about culture and product. Following the Action Research discipline, the researcher should go to length to collaborate with other people during the project execution, for instance through discussing ideas and technical solutions in mailing lists or newsgroups. In the study reported here, however, collaboration was not easy and therefore not practiced much.

Second, a good recommendation is to focus research on one restricted domain, like a particular module or functional area. While this was not extensively practiced in this case, it is beneficial to commit to one particular role in order to get a more likely “open source situation”.

At the end of the project there were no problems concluding the research activities. Participating in a social system with other individuals always carries the danger of “going native”, which should be avoided [6]. This was not perceived to be a problem in this case.

Netbeans is evaluated to be a good choice as it is maintained by a larger software company, Sun Microsystems, that also invests significant resources to sustain it. Netbeans is a development tool that is used to aid in the development of Java-based applications.

Experience from the project, however, show that the project selection criteria may not have been optimal. The following was noted after the completion of the project:

Maturity: Selecting an OSS project that has a low level of maturity may have the disadvantage of being significantly different from an ideally run OSS project. However, if an OSS project is mature, well-tested, and close to a release, much of the remaining tasks will be polish. If the goal of the project is to contribute to an OSS project, the researcher should at least be aware of possible difficulties. In this case with Netbeans, contributing to it was difficult due to the difficulty of understanding complex bug reports.

Size of project: Larger OSS projects may suffer from awareness problems. Entering an open source project consisting of thousands of source files requires either excellent skill, or good documentation.

4. DISCUSSION AND CONCLUSIONS

The final goal of this work is providing guidelines on how to exploit open source software for education and empirical purposes. At the time of writing we can provide two examples of projects that exploit open source software for education and empirical purposes [21] [16]. The first [21] was a 1000 hour final master’s project where two students participated. The second project which is described in Section 3 was a 500 hour project with one student. There is an ongoing third project (1000 hour) in which the same student who participated to the case reported in Section 3 is involved.

There are four main axes around which to organize an evaluation of our goal:

1. Research questions:
Working on the research questions is a time-consuming task that required a good understanding of the domain. Here there is a tradeoff between learning and research issues. While students appreciate the freedom of the assignment as a positive learning experience, it is more effective from a research perspective to provide students with predefined research questions.
These can be taken from related literature or from previous research projects the teacher/researcher has been working with. There is a relationship between research questions and projects. For example in the case reported in this paper, the research questions are about the interaction between professionals and volunteers in the OSS projects and this makes it necessary to select a project in which commercial actors play a significant role. From the point of view of the industrial professional who evaluated our work and also from discussions with other researchers, it was found that it is better not let students to choose research questions.

2. Research methods:
Action research has worked well to balance student’s learning, and the output of the study. A deep understanding of the problem itself is not necessary before intervention in projects.

The effort necessary to contribute to an open source project should not be underestimated. A common problem for both projects, was that the students started with too ambitious goals, and therefore may have run into some difficulties.

The different iterations used by the researcher to evaluate the problem may take considerable time and energy. The effect of this, is that learning about open source development in general, will be a continuous process throughout the entire intervention period.

For the sake of presentation and discussion we have presented our case according to the five phases in action research (diagnosis, planning, intervention, evaluation, and reflection). We are still discussing how the different phases overlap with each other. Take for example the project selection phase which we regard as a sub-phase of diagnosis. In other action research projects, the choice of the projects to work with may happen before the whole research process is started. The same is valid for research questions (or goals) which can be less open to be decided inside the AR cycle than in our case. Evaluation and reflection are two related phases that could be merged together.

3. Literature: The open source literature ([19, 24, 17, 9, 2, 3, 10, 22, 23, 15]) is oriented toward the social side of open source software. This influenced the choice of the research questions which in turn influenced the size and the nature of the project.

A literature review must be performed to update the content of the supporting course and provide a theoretical background that reflects the evolution of the OSS research field. This is an ambitious task as OSS research efforts have been published in the main software engineering conferences and journals in the last few years. There is also an increasing number of books on this subject that have been published in the last couple of years. This makes the task of maintaining a map of open source literature a challenging one.

4. Choice of the open source project: In communicating with OSS projects, problems in the last project included entry difficulties and problems handling the size of the project. The technical competence needed to contribute was here higher than anticipated. More participation in mailing lists and newsgroups may have been helpful to respond to this problem.

For students who already engage in open source development, encouraging them to choose project they are already familiar with may reduce the time necessary to get acquaintance with source code and the development process.

Guidelines for using OSS in education should stress that it is a social and complex discipline. Learn on both empirical methods and getting an introduction to the open source is difficult. As mentioned, we have an ongoing project that is run according to the same principles in the case reported here and we plan to propose the same kind of projects, both 500 hour and 1000 hour projects in the next academic year.

Concerning the research method, we are satisfied with the use of action research and we believe that this paper is a valuable description of the exploitation of this method. Concerning the research questions there will always be a phase in which the student and the supervising researcher select new ones starting from consolidated questions in the general literature or provided by this family of projects. The choice of the open source project is an interesting topic of discussion. While it is in the interest of the teacher/research to decide the project in which the student work, we have to keep in mind that one of the principles of OSS participation is motivation and interest. Students who choose these projects are students who love participating in open source projects and that may have good experience with a specific issue. By letting the student participate in this project, the teacher/researcher could get valuable insights in the specific project.

The perspectives of the industry here is similar to that of the researcher in that industrial actors are naturally interested in letting students work on the OSS projects they support to increase activities in these projects. By replicating these kinds of projects we aim to develop a characterization of both open source projects and research issues.
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