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Abstract

Context: Software development depends significantly on team performance, as does any process that involves human interaction.

Objective: Most current development methods argue that teams should self-manage. Our objective is thus to provide a better understanding of the nature of self-managing agile teams, and the teamwork challenges that arise when introducing such teams.

Method: We conducted extensive fieldwork for nine months in a software development company that introduced Scrum. We focused on the human sensemaking, on how mechanisms of teamwork were understood by the people involved.

Results: We describe a project through Dickinson and McIntyre’s teamwork model, focusing on the interrelations between essential teamwork components. Problems with team orientation, team leadership and coordination in addition to highly specialized skills and corresponding division of work were important barriers for achieving team effectiveness.

Conclusion: Transitioning from individual work to self-managing teams requires a reorientation not only by developers but also by management. This transition takes time and resources, but should not be neglected. In addition to Dickinson and McIntyre’s teamwork components, we found trust and shared mental models to be of fundamental importance.
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1 Introduction

Software development depends significantly on team performance, as does any process that involves human interaction. A common definition of a team is “a small number of people with complementary skills who are committed to a common purpose, set of performance goals, and approach for which they hold themselves mutually accountable” [22].

The traditional perspective on software development is rooted in the rationalistic paradigm, which promotes a plan-driven product-line approach to software development using a standardized, controllable, and predictable software engineering process [15]. Today, this traditional mechanistic worldview is challenged by the agile perspective that accords primacy to uniqueness, ambiguity, complexity, and change, as opposed to prediction, verifiability, and control. The goal of optimization is being replaced by those of flexibility and responsiveness [33].

Setting up a work team is usually motivated by benefits such as increased productivity, innovation, and employee satisfaction. Research on software development teams has found that team performance is linked with the effectiveness of teamwork coordination [19, 25]. In the traditional plan-driven approach, work is coordinated in a hierarchy that involves a command-and-control style of management in which there is a clear separation of roles [33, 34]. In the agile approach, work is coordinated by the self-managing team, in which the team itself decides how work is coordinated [8].

A team that follows a plan-driven model often consists of independently focused self-managing professionals, and a transition to self-managing teams is one of the biggest challenges when introducing agile (change-driven) development [33]. Neither culture nor mind-sets of people can be changed easily, which makes the move to agile methodologies all the more formidable for many organizations [8]. In addition, it is not sufficient to put individuals together in a group, tag
them “self-managing”, and expect that they will automatically know how to coordinate and work effectively as an agile team.

Our objective is to provide a better understanding of the nature of self-managing agile teams, which can in turn benefit the effective application of agile methods in software development. To this end, we conducted a longitudinal study that draws on the general literature of teamwork and self-managing teams. Such a study can provide valuable insights for understanding the challenge of introducing the self-managing agile team. We sought to answer the following research question:

How can we explain the teamwork challenges that arise when introducing a self-managing agile team?

The remainder of this paper is organized as follows: Section 2 gives an overview of the literature on teamwork and agile software development. Section 3 describes our research question and method in detail. Section 4 presents results from a nine-month fieldwork of teamwork in a Scrum team. Section 5 contains a discussion of the findings. Section 6 concludes and provides suggestions for further work.

2 Background: teamwork and agile software development

In this section, we give a short introduction to the field of teamwork, teamwork in agile development, and the teamwork model that is used as the basis for our work.

2.1 Teamwork

The topic of teamwork has attracted research from several disciplines [10, 17, 41]. The concept of teamwork carries with it a set of values that encourage listening and responding constructively to views expressed by others, giving others the benefit of the doubt, providing support, and recognizing the interests and achievements of others [22]. Such values are important because they
promote individual performance, which boosts team performance, and they help teams to perform well as a group, and good team performance boosts the performance of the organization.

Research on teamwork includes the development of tests to identify personality characteristics, because it has often been argued that good teams need a certain blend of personalities. Examples are the Belbin test [7] and the Myers-Briggs Type indicator. There is also a great deal of research on climate at work group and team level. The most studied model of team climate is that of [48] who suggests that four climate factors (vision, participative safety, task orientation, and support for innovation) are essential for team innovation to occur.

Furthermore, there are studies of teams over time, which indicate that teams go through set phases. The most well-known of these studies are those of Tuckman [46], who identified the phases as forming, storming, norming, and performing. Other studies have focused on the relationships between team members and argue that group cohesiveness is important for team success (cited in [41]). However, the use of teams does not always result in success for the organization [17]. Team performance is complex, and the actual performance of a team depends not only on the competence of the team itself in managing and executing its work, but also on the organizational context provided by management.

Much research has been devoted to what is described as self-managing, autonomous, or empowered teams [17, 23, 26, 45, 47]. One of the reasons that the use of self-managing teams has become popular is that some research suggests that their use promotes more satisfied employees, lower turnover, and lower absenteeism [10]. Others also claim that self-managing teams are a prerequisite for the success of innovative projects [20, 44].

Although the majority of studies report that using self-managing teams has positive effects, some studies offer a more mixed assessment; such teams can be difficult to implement, and they
risk failure when used in inappropriate situations or without sufficient leadership and support [18]. In addition, research on team performance indicates that the effects of autonomous work groups are highly situational dependent and that the effects of autonomous work-group practices depend on such factors as the nature of the workforce and the nature of the organization [10, 17]. Further, autonomy on the individual level may conflict with autonomy on the group level. When a team as a whole is given a great deal of autonomy, it does not follow that the individual team members are given high levels of individual autonomy. Barker [5], for example, pointed out that self-managing groups may end up controlling group members more rigidly than they do under traditional management styles, while Markham and Markham [29] suggested that it may be difficult to incorporate both individual autonomy and group autonomy in the same work group. For Individuals to be motivated and satisfied with their jobs they need to have control over their own work and over the scheduling and implementation of their own tasks [1, 26].

2.2 Teamwork in agile development: the Scrum team

In a software team, the members are jointly responsible for the end product and must develop shared mental models by negotiating shared understandings about both the teamwork and the task [28]. Project goals, system requirements, project plans, project risks, individual responsibilities, and project status must be visible and understood by all parties involved [21].

Most current development methods have it as a premise that software teams should self-organize or self-manage [36, 42]. Scrum, which is a project-management-oriented agile development method, was inspired by a range of fields, such as complexity theory, system dynamics, and Nonaka and Takeuchi’s theory of knowledge creation [35], and has adapted aspects of these fields to a setting of software development. Self-management is a defining characteristic in Scrum. Compared with traditional command-and-control oriented management, Scrum represents a
radically new approach for planning and managing software projects, because it brings decision-making authority to the level of operational problems and uncertainties.

Rising and Janoff [36] describe Scrum as a development process for small teams, which includes a series of short development phases or iterations (“sprints”). A Scrum team is given significant authority and responsibility for many aspects of their work, such as planning, scheduling, assigning tasks to members, and making decisions: "The team is accorded full authority to do whatever it decides is necessary to achieve the goal" [43].

However, despite the popularity of the method, a systematic review of empirical studies of agile development [16] found only one case study of Scrum in the research literature prior to 2006.

2.3 Dickinson and McIntyre’s teamwork model

The issue of what processes and components comprise teamwork and how teamwork contributes to team effectiveness and team performance has been much studied [9, 19, 26, 30, 39], but there is no consensus concerning its conceptual structure [38]. Salas et al. [40] identify 136 different models in their literature review and present a representative sample of 11 models and frameworks.

Using recent research and previous reviews, Dickinson and McIntyre [13] identified and defined seven core components of teamwork. Using these components and their relationships as a basis, they proposed the teamwork model that is used in this work. The model consists of a learning loop of the following basic teamwork components: communication, team orientation, team leadership, monitoring, feedback, backup, and coordination (Fig 1).
We selected the Dickinson and McIntyre teamwork model for the following reasons:

1. It includes the most common elements that are considered in most research on teamwork processes [38, 39]. In addition, it considers important elements that are required in self-managed teams: team orientation, functional redundancy and backup behavior [32, 35], communication, feedback and learning [33], and shared leadership [22]. Further, the model covers important elements that are found in software teams, such as coordination of work [25].

2. It specifies what teamwork skills should be observed, in that the model is presented with a conceptual framework for developing measures of teamwork performance that can ensure effective individual and team performance [13], pp.22).

3. It considers the teamwork process as a learning loop in which teams are characterized as adaptable and dynamically changing over time. Continuous self-management requires a
capacity for double-loop learning that allows operating norms and rules to change along with transformation in the wider environment [32].

**Team Orientation:** Refers to the team tasks and the attitudes that team members have towards one another. It reflects an acceptance of team norms, the level of group cohesiveness, and the importance of team membership, e.g.,
- assigning high priority to team goals,
- participating willingly in all relevant aspects of the team.

**Team Leadership:** Involves providing direction, structure, and support for other team members. It does not necessarily refer to a single individual with formal authority over others. Team leadership can be shown by several team members, e.g.,
- explaining to other team members exactly what is needed from them during an assignment,
- listening to the concerns of other team members.

**Monitoring:** Refers to observing the activities and performance of other team members and recognizing when a team member performs correctly. It implies that team members are individually competent and that they may subsequently provide feedback and backup, e.g.,
- being aware of other team members’ performance,
- recognizing when a team member performs correctly.

**Feedback:** Involves the giving, seeking, and receiving of information among team members. Giving feedback refers to providing information regarding other members’ performance. Seeking feedback refers to requesting input or guidance regarding performance and to accepting positive and negative information regarding performance, e.g.,
- responding to other members’ requests for information about their performance,
- accepting time-saving suggestions offered by other team members.

**Backup:** Involves being available to assist other team members. This implies that members have an understanding of other members’ tasks. It also implies that team members are willing and able to provide and seek assistance when needed, e.g.,
- filling in for another member who is unable to perform the task,
- helping another member correct a mistake.

**Coordination:** Refers to team members executing their activities in a timely and integrated manner. It implies that the performance of some team members influences the performance of others. This may involve an exchange of information that subsequently influences another member’s performance. Coordination represents the output of the model and reflects the execution of team activities such that members respond as a function of the behavior of others, e.g.,
- passing performance-relevant data to other members in an efficient manner,
- facilitating the performance of other members’ jobs.

**Communication:** Involves the exchange of information between two or more team members in the prescribed manner and using appropriate terminology. Often, the purpose of communication is to clarify or acknowledge the receipt of information, e.g.,
- verifying information prior to making a report,
• acknowledging and repeating messages to ensure understanding.

Table 1: The Dickinson and McIntyre teamwork model: definitions of teamwork components.

Each component of the model is explained in Table 1. According to Dickinson and McIntyre, team leadership and team orientation are ‘input’ components of teamwork because at least one of these attitudes is required for an individual to participate in a team task. Team leadership can be shown by several team members that is also a prerequisite for a team’s being self-managing. In such teams, team members should share the authority to make decisions, rather than having (a) a centralized decision structure in which one person (e.g., the team leader) makes all the decisions or (b) a decentralized decision structure in which all team members make decisions regarding their work individually and independently of other team members [20]. So, while the traditional perspective of a single leader suggests that the leadership function is a specialized role that cannot be shared without jeopardizing group effectiveness, when leadership is shared, group effectiveness is achieved by empowering the members of the team to share the tasks and responsibilities of leadership [22].

In the Dickinson and McIntyre model, the components of monitoring, feedback, and backup are the intermediate processes for ensuring effective teamwork. Finally, the ‘output’ component is coordination because it defines the performance of the team. Communication is a transversal component of particular importance, because it links the other components. To build software effectively, there is a need for tight coordination among the various efforts involved so that the work is completed and fits together [25].

In the rest of the paper, we will explain the challenges that arise when introducing agile methods by appeal to the mechanisms that influence teamwork that are suggested by Dickinson and McIntyre [13].
3 Research Method

We designed a single-case holistic study [49] of a project that used Scrum, focusing on mechanisms that influence teamwork. When designing the study, we focused on human sensemaking and on how the mechanisms of teamwork were understood by the people involved. Given that our study was an interpretative field study, we used the seven principles for conducting such studies that were proposed by Klein and Myers [24] in order to determine the main choices that were related to research method. Table 2 gives an overview of these principles and a description of how we used them.

<table>
<thead>
<tr>
<th>The principles for interpretive Field Research [24]</th>
<th>How we used each principle</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. The fundamental principle of the hermeneutic circle.</td>
<td>We improved our understanding of the project by moving back and forth between phases and events. The project had three main phases, which had different teamwork characteristics. For each of the phases, we described concrete events. The data analysis involved multiple researchers having ongoing discussions about the findings.</td>
</tr>
<tr>
<td>2. The principle of contextualization</td>
<td>To clarify for our readers how situations emerged, we describe the work and organization of the company, as well as the context of the project we used to study teamwork.</td>
</tr>
<tr>
<td>3. The principle of interaction between researchers and subjects</td>
<td>The researchers’ understanding of the project developed through observations, interviews and discussions with the team participants in the coffee breaks and during lunch. We discussed project status, progress, and how issues were perceived by team participants.</td>
</tr>
<tr>
<td>4. The principle of abstraction and generalization</td>
<td>We describe our findings and relate them to the model of Dickinson and McIntyre [13].</td>
</tr>
<tr>
<td>5. The principle of dialogical reasoning</td>
<td>We use Dickinson and McIntyre’s model to identify areas of investigation in the case. Our assumptions are also based on the general literature of teamwork and self-management. Our social background is European.</td>
</tr>
<tr>
<td>6. The principle of multiple interpretations</td>
<td>To collect multiple, and possibly contradictory interpretations of events we collected data from</td>
</tr>
</tbody>
</table>
all participants in the project and from multiple data sources. The case study narrative and findings have been presented to Alpha and led to feedback.

7. The principle of suspicion

By means of the analysis, we were sensitive to how roles and personalities affected attitudes to teamwork to discover false preconceptions.

In addition to observations, we also performed interviews with different roles at different levels, and multiple interviews with all team members. This increased the chance of unveiling possibly incorrect or incomplete meanings.

Table 2: The use of Klein and Myers’ principles in this field research

<table>
<thead>
<tr>
<th>3.1 Study Context</th>
</tr>
</thead>
<tbody>
<tr>
<td>The field study was conducted in a company that introduced Scrum in order to improve their ability to deliver iteratively and on time, increase quality, and improve teamwork. The company has three regional divisions with one separate ICT division. The ICT division consists of a consulting department, an IT management department, and a development department. The ICT division develops and maintains a series of off-the-shelf software products that are developed in-house, in addition to software development projects for outside customers. During the study, the development department had 16 employees, divided into a Java and a .Net group.</td>
</tr>
<tr>
<td>The goal of the project studied was to develop a plan and coordination system for owners of cables (e.g., electricity, fiber) and pipes (water, sewer). We refer to the project as “Alpha”, because this was the first project for which the company used agile methods, in this case Scrum. Alpha produced a combination of textual user interfaces and map functionality. Alpha was to use a commercial package for the map functionality, which was to be customized by a well-known subcontractor located in another city. The subcontractor could only deliver their part of the system four weeks before the first deliverable to the customer. This was recognized as a risk, but it was decided that it would be even riskier to develop this component internally. The company would also</td>
</tr>
</tbody>
</table>
be responsible for maintenance and support after final installation. Four thousand hours, six developers, one Scrum master, and a product owner were allocated to the project. The product owner was employed by the same company as the developers and acted as a representative for the client, which was the local government of a Norwegian city. Internally, there were plans for reusing deliveries from Alpha and to re-sell the product to other public departments when it was finished. An extra 800 hours were allocated to achieve this aim. Before Alpha was begun in May 2006, some initial architectural work was done and some coding activities had started. Alpha used .Net technology and was supposed to last for ten months.

The developers had usually worked alone on projects divided into modules or on smaller projects, so Alpha was the first experience of working on a larger project for most.

3.2 Data Sources and Analysis

The two first authors conducted direct observation and collected documents throughout the whole project. In addition, we interviewed the Scrum master, product owner, and developers (Table 3). The interview guide covered the components in the Dickinson and McIntyre model in addition to questions related to Scrum (Appendix A).

<table>
<thead>
<tr>
<th>Source</th>
<th>Comment</th>
</tr>
</thead>
<tbody>
<tr>
<td>Observations and informal dialogues</td>
<td>Participant observation and observation of the daily stand-up, sprint and planning meetings, sprint reviews, and sprint retrospective as well as other meetings. The 60 observations and informal dialogues were documented in field notes, which also include pictures.</td>
</tr>
<tr>
<td>Interviews</td>
<td>We interviewed the Scrum master and three developers in June 2006, five of the developers in September 2006, and all developers, the Scrum master, and the product owner after the project was completed (March 2007). The 17 interviews were all transcribed.</td>
</tr>
<tr>
<td>Documents</td>
<td>Product backlog, sprint backlogs, burn-down charts, minutes from review, retrospective and planning meetings.</td>
</tr>
</tbody>
</table>

Table 3: Data sources
We visited the team once or twice a week, conducting a total of 60 observations, each of which lasted from ten minutes to eight hours. We observed project meetings and developers working. We often discussed Alpha’s status and progress, and how team participants perceived issues during their coffee breaks and lunch. Notes were taken on dialogues, interactions, and activities. The dialogues were transcribed and integrated with notes to produce a detailed record of each session. We also collected Scrum artifacts, such as product backlogs, sprint backlogs, and burn-down charts. All data from the interviews, observations, and documents were imported into a tool for analyzing qualitative data, Nvivo (www.qsrinternational.com). We categorized interesting expressions, observations, and text from documents, using the teamwork concepts proposed by Dickinson and McIntyre as the main categories.

We used a variety of strategies to analyze the material [27]. First, we described the project and context in a narrative to achieve an understanding of what was going on in the project. Then, we described aspects of teamwork using Dickinson and McIntyre’s model by pointing to events in three main phases of the project, which had different teamwork characteristics.

In the analysis, we emphasized how events were interpreted by different participants in the project. Material to describe an event was taken across all sources and synthesized, as shown in the example in Fig. 2.
Fig. 2: Overview of the coding process. Example material from the concept “Team orientation”.

4 Results: teamwork in an agile project

The team that worked on Alpha organized the project according to generally recommended Scrum practices. Plans were made at the beginning of each sprint, after the team had reviewed what was produced in the previous sprint. Features were recorded in the sprint backlog. The team that worked on Alpha held three project retrospectives to identify and discuss problems and opportunities that arose during the development process. Daily meetings were organized throughout the project, though these were less frequent in the last two sprints. These meetings were usually about updating the others on progress, development issues, and the project in general. The daily meetings we
observed lasted from 10 to 35 minutes, but were usually shorter than 15 minutes. The product owner, who was situated in another city, often participated in these meetings by telephone. He participated because both he and the Scrum master thought that it was important to share information constantly and participate in the decision-making process.

Alpha began in May 2006, with the first installation planned for October and the final installation for November 2006. However, the first installation was not approved until December 2006 and from January 2007, two developers continued working with change requests until the final installation was approved in October 2007. Five of the sprints lasted one month, the sprint during summer for two. Fig. 3 shows major events in the project together with a project-participant satisfaction graph. This figure was created by the team in the final project retrospective and was based on a timeline exercise [12]. To create the project-participant satisfaction graph, each team member first drew his own graph for the emotional ups and downs during the project, after which the graphs were merged.

![Fig. 3: Main events in the project and project satisfaction.](image)

In the initial planning phase, before coding began, several meetings were used to discuss the overall architecture, and decide on the technology and development platform. As can be seen from
Fig. 3, the team was frustrated in this period, because of what the team described as “endless discussion without getting anywhere”. After Scrum was introduced and code writing began, the team was more satisfied with Alpha. In the first retrospective, the team itself concluded that the team members were taking responsibility, that they were dedicated to the project, and that the team was protected against external issues. Meetings and work were perceived as well-coordinated. During the first retrospective, a developer said:

   Earlier we worked more alone, and when you got a project doomed to failure, you would get a lot of negative response. That was unpleasant. Now we share both the risk and opportunities.

The team was satisfied with their performance in sprints 1-4. However, in sprint 5, problems with integrating a deliverable from the subcontractor emerged, which resulted in the two last sprints being chaotic and the project being delayed. During this period, we saw many empty pizza boxes in the office space, which indicated that the developers were working late. Developers told us they also worked at weekends. The team became less satisfied, as shown in Fig. 3.

   However, after the client had approved the first installation, the team became more satisfied. In the last retrospective, the team described the project as a good one, except for the problems related to the deliverable from the subcontractor. Then again, the team saw this as something beyond their control.

   Despite the teams’ overall satisfaction with the teamwork, throughout the project we observed problems with completing the backlog and following the sprint plan, unproductive meetings, developers often being silent in the planning meetings, and developers often reporting working on issues other than those that it had been initially planned to work on. In addition, the developers received little feedback when talking about what they were doing. In what follows, we will use the data we collected to try to explain some of our observations.
4.1 Introducing Scrum: Sprints 1-2

The project leader participated in a Scrum master certification course. The first sprint was initiated with a two-day Scrum course. The first day was spent on introducing Scrum to the whole development department, the second on planning the first sprint for Alpha.

The first sprint completed most of the backlog, and the team was satisfied with the progress. However, in the first retrospective, the team reported problems with both defining a stable sprint backlog and finishing it. We observed these problems as well. The team also ended up working on tasks that were not discussed or identified during the sprint planning meeting.

In this company, each team member is usually assigned to work on a specific software module from the beginning to the end. This way of working is known as an isomorphic team structure [21]. The advantages with this structure are that it is organizationally simple, it allows

![Image](image.png)

*Fig. 4: From the review and retrospective meeting in sprint 2.*
many tasks to be completed in parallel, and task responsibilities can be clearly defined and understood. The Scrum master subscribed to this view [interview]:

Let the person who knows most about the task perform it! We cannot afford several people doing the same thing in this project. We need to continue working as we have done before.

The team mostly kept this structure after introducing Scrum. A developer said [interview]:

Because we have to deliver every month, there is never time to swap tasks.

Because of the division of work, the developers typically created their own plan for their own module, often without discussing it with the team. A developer commented [interview]:

Some are more motivated by the perfect technical solution, than thinking of when things need to be done.

In this phase, one developer even implemented features for future projects, without informing the others (this kind of behavior is often referred to as decision hijacking [3]). This was discussed in a daily stand-up of the second sprint:

Developer: The customer databases will be used by several applications, so I have implemented support for dealing with various technologies, including Oracle. It took a lot of time.

Scrum master: Did we not agree on postponing this?

Developer: We need this later and now it is done.

This illustrates how developers prioritized individual goals over team goals, and subsequently a lack of team orientation. As a result of this incident, the Scrum master lost trust in this developer and started to supervise him. Consequently, the developer was not part of the team leadership any more, even when discussing modules where he was seen as the expert. We observed that he was sometimes absent from the daily meetings. This is consistent with findings from Bandow such that if team members do not feel that their input is valued, they may be less willing to share information [4].
The Scrum master also observed that the team was not reporting problems. In interviews, we found that the developers thought that the Scrum master was overreacting to problems stated at the daily meetings, which resulted in the team not reporting problems when the Scrum master was present. After the Scrum master confronted the team with this issue, the situation improved. However, for the rest of the project, the Scrum master still felt that problems were reported too late. This was confirmed by our observations of daily stand-ups.

In the second retrospective of Alpha, we found two more reasons for problems not being reported: problems were discovered late and they were seen as personal. One developer said:

People working alone results in the team not discovering problems, because you do not get feedback on your work.

Because of the isomorphic team structure, the developers perceived new emerging tasks and new problems as personal; as a result, they did not seek assistance when needed. They focused on their own modules, which resulted in problems with monitoring each other and subsequently with giving feedback and implementing backup behavior. In the second retrospective meeting, one developer said:

When we discover new problems, we feel we own them ourselves, and that we will manage to solve them before the next meeting tomorrow. But this is not the case, it always takes longer.

When individuals are independent and have more control over their schedule and the implementation of their tasks, there is less interaction between the group members [26]. One developer said [Retrospective sprint 2]:

When it comes to the daily scrum, I do not pay attention when Ann is talking. For me, what she talks about is a bit far off the topic and I cannot stay focused. She talks about the things she is working on. I guess this situation is not good for the project.
In Alpha, this resulted in problems with communication, giving feedback, and the possibility of monitoring teammates. In addition, team orientation was hindered, because information sharing and feedback was delayed by people not listening. It seemed that the isomorphic team structure resulted in individual goals being seen as more important than team goals.

In this phase, the team spent more than 100 hours rewriting a module. The developer responsible for the module said [interview]:

I was supposed to create a database that every project could use. After I had created it, I explained how it was done during a stand-up, and then I went on vacation. Later, when they started using it, they did not understand how it was supposed to be used, and they decided to rewrite the whole module. The team had probably not understood what I was talking about when I explained the database in the daily stand-up. If I had not gone on vacation they would not have needed to do the rewriting … another problem is the daily meeting. It’s only a short debrief, there is never time to discuss what you are working on.

The developer did not verify that the team had understood how he had implemented the module (communication), and no one gave feedback to the effect that they did not understand how the module was implemented during the stand-up. In addition to missing monitoring, the lack of communication and feedback was the reason for the rewriting, and the consequence was reduced progress and team efficiency.

In the second retrospective, the team concluded [retrospective report]:

The team must work more on the same tasks, and then no one will sit alone. Working alone results in knowledge not being disseminated, and there is no backup. Also, problems are being discovered late and developers not getting feedback on their work.

4.2 Everyday work: Sprints 3-4

When the team was getting used to planning and conducting sprints, work was perceived as motivating and developers expressed satisfaction at having something completed early in the
project. However, in this phase, many expressed having problems in transferring what was written in the sprint backlog to actual work tasks. Initially, the team viewed this difficulty as being caused by the introduction of “features” rather than the specification of technical requirements. However, the difficulty seemed to run deeper. One developer expressed:

I have the impression that the sprint backlog has been somewhat distanced from what we have really planned to do.

Another stated:

It is really difficult to get answers to questions, because no-one really knows where we are going.

This indicates that the team lacked a clear idea of how to achieve the final result. Applying two different visions for Alpha, one covering the Alpha project and the other future projects, did not help this situation and weakened the team orientation. Team leadership was already weak and was seldom shown by team members other than the Scrum master and the product owner. The product owner described the challenge with giving clear direction, support, and structure to the developers [interview]:

You need to give an answer according to what you think, and sometimes I’m not certain I’m giving the right answer…. and you need to give a quick answer; otherwise the developers will start doing something else.

The team discussions, communication, and feedback improved in this period. One developer said [interview]:

Using Scrum forces us to work closer with each other, and the result is more communication.

Another said:

The good thing about Scrum is that Scrum reminds us to talk to each other about the project.

However, often, discussions ended without conclusion. One developer said [interview]:

22
When we discuss technical issues, it often ends in a kind of “religious” discussion, and then I give up. And then you let people continue to do what they are doing.

This shows a challenge with respect to team leadership. The person leading the discussion does not listen to the concerns of other team members.

In this period, we observed the structure of the stand-up proposed by Scrum being followed. However there was little communication, coordination, and feedback between the developers in these meetings. One developer said after a stand-up:

The daily meetings are mostly about reporting to the Scrum master. When he is not there, the meetings are better because then we communicate with each other.

Another developer said:

When he is in the meeting we often end up only giving a brief report about status and not the issues we need to talk about.

Without a clear understanding of the system being developed, planning was difficult. In addition, the monthly planning meetings somehow excluded the developers and turned out to constitute communication only between the Scrum master and the product owner. During the retrospective, the team identified a need to spend more time planning, but two of the developers whom we observed being silent in the planning meeting thought that they spent too much time on planning. Nevertheless, a lack of thorough discussion was probably one reason for important tasks sometimes not being identified before the end of each sprint. This reduced the validity of the common backlog, did not strengthen the communication, coordination of tasks or the possibility of giving feedback, and again resulted in the developers focusing more on their own plan, thereby weakening the team orientation.

Another reason for the developers performing tasks other than those identified in the planning meeting was the need to adapt to the constantly changing environment. The high
complexity of the project and open issues regarding technology, client, and subcontractor resulted in a high level of uncertainty when creating the sprint backlog. We observed the team being sensitive to changes in both the internal and external environment. However, the team did not manage to update the plan to adapt to the changing conditions. Subsequently, it was unclear how much progress had been made, which made it difficult to monitor team members’ performance.

Despite the lack of monitoring, the developers did sometimes look at each other’s code. One developer described [interview] the difficulty of giving feedback and raised the issue of trust regarding this matter:

You look at someone’s code, and then you think, that was a strange way of doing it. There is no problem getting criticism from people you feel safe with, but when you get feedback from people you do not like, it is different. It is also difficult to give feedback when you are not 100% sure you know that your way of doing it is better.

4.3 Emergency Scrum: Sprints 5 and 6

The major event in this phase was that the deliverable from the subcontractor was delayed, and when it was delivered it was found not to work as intended. The code was unstable and the response time was too long. This came as a surprise to the team. One developer said [interview]:

This was a shock to us. The end users could not start testing and we had to spend a lot of time trying to fix this. It took almost a month to locate the problems.

Given that the developers were specialized, only two developers worked on this problem, even at weekends. One developer explained [interview]:

It’s chaotic now. We work long hours, but I do not do too much. I have done what I was supposed to, and I cannot help them. I do not know anything about what they are doing, so it does not help if I try assist.

The isomorphic team structure and missing monitoring resulted in a lack of backup behavior.
The integration problem resulted in a backlog not being finished, but it also became evident that not being strict about the criteria for marking work as having been completed affected this. One developer said [interview]:

We classified tasks as finished before they were completed and we knew there was still work to be done. It seems that the Scrum master wants to show progress and make us look a little better than we really are. These tasks are then not on the list of the next sprint since they officially are done, but we know there is still some more work needed. Each sprint starts with doing things that we have said were finished and then you know you will not finish the sprint.

The Scrum master and some team members gave the impression that the team was better than they actually were and this is related to a particular challenge to team leadership, which is known as “impression management” [32]. Impression management is a barrier for learning and improving work practices.

Before this last period began, developers had given priority to the project for six months and had worked more than initially planned. Now, new projects began to start, and because the completion of Alpha was planned to release resources at this time, several developers were supposed to start working full-time on the new projects. Alpha started losing resources, and this became a problem because of poor backup. One developer said [interview]:

When correcting errors in this phase, each person was responsible for correcting the errors he had introduced. This is not how it should have been done.

The Scrum master said [interview]:

We are having problems in one of the modules, but other developers do not want to fix the problem. They want to wait for the developer who wrote the code.

In this phase, it also became clear that insufficient attention had been paid to long-term planning. One developer said [interview]:
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It turned out that certain parts of the system were simply forgotten. There has been a failure somewhere ... the product owner and the client asked for things that no one had thought of and that were not in the backlog.

Two reasons for this omission of certain parts of the system were that the dissemination of information was not *coordinated* among the team-members and that no one had the responsibility for the overall technical solution. Dissemination of information among the team-members became an even bigger challenge at the end. Because the team was losing resources, key personnel were absent from the daily stand-up, which resulted in the rest of the team having problems in *monitoring* the progress of the project and in coming to a common understanding of the changing situation.

After the last planned sprint, only two developers continued to work on the project, in addition to the Scrum master and the product owner. The rest of the team members joined other projects, as had been planned earlier. The two remaining programmers spent 1,400 hours on finalizing the project (correcting errors and doing more testing). The final testing was done 7 months after the last sprint.

The client was satisfied with the delivered functionality but not with the system performance.

## 5 Discussion

We have described the introduction of the agile process Scrum in a software development project, using the teamwork model proposed by Dickinson and McIntyre [13], Fig. 1. We now discuss the case in light of our research question: “How can we explain the teamwork challenges that arise when introducing a self-managing agile team?” We found the following:

Dickinson and McIntyre proposed that team leadership and team orientation promote team members’ capability to monitor their teammates’ performance. This does not seem to be borne out
by our case study, in a number of ways. Due to the isomorphic team structure, the developers focused on their own modules and often created their own plan and made their own decisions. In addition, problems were seen as personal. This low team orientation on the part of the developers resulted in them not knowing what the others were doing, and as a result it was difficult to monitor others’ performance. The team members seemed to be used to having a very high degree of individual autonomy. This created problems when the team members tried to change their normal way of working to become part of a self-managed team. Our findings confirm previous research by Langfred [26], such that that there can be a negative effect on team performance when teams are trying to function as a self-managed team when the team members have high individual autonomy.

Team leadership was also not distributed as it should be in a self-managing team [32]. Only a few team-members participated in the decision-making, and the Scrum master focused more on command and control than providing direction and support for other team members. The Scrum master even ended up supervising one developer because this developer implemented features for future projects, without informing the others. Because the team-members felt the Scrum master overreacted when they reported problems, they started reporting fewer problems, which again limited the possibility of monitoring each other.

The Dickinson and McIntyre model suggests that performance monitoring drives both the content of feedback and timely backup behavior. Due to the fact that the team members did not monitor each other much, there was little feedback and almost no backup, which become evident when the team started to lose resources at the end of the project. The team members did provide some positive feedback, but several found it difficult to both give and accept negative feedback. Our findings also confirm the results of previous research by Levesque et al. [28], such that when the roles that group members play become increasingly specialized and as a result reduce team redundancy and backup, there is a corresponding decline in the amount of time that team members
spend working with or communicating with each other. This is also consonant with Marks et al. [30], such that if effective backup is to be provided, teammates need to be informed of each others' work in order to identify what type of assistance is required at a particular time. Marks et al. [30] identify three ways of providing such backup: (1) providing a teammate with verbal feedback or coaching, (2) physically assisting a teammate in carrying out a task, or (3) completing a task for a teammate when it is observed that the workload is too much for him. These means seems to be missing at Alpha.

Dickinson and McIntyre argue that, when all the aforementioned teamwork competences occur in unison, they serve synergistically as a platform for team coordination. The Alpha team had problems with all the teamwork competences and as a consequence they had problems coordinating the teamwork. Important tasks were even forgotten. Marks et al. [30] also argue that when teams have communication problems they are likely to experience problems with coordinating their work.

According to the Dickinson and McIntyre model, the feedback resulting from team coordination should serve as input back into the team processes. The team identified early on [second retrospective] the need for developers to start working on the same tasks, the lack of backup, problems not being reported, and lack of feedback. The researchers observed, and the team members thought, that the teamwork improved during the course of the project. However, it seemed to be difficult to change the teamwork, because changing meant changing not only the developers’ way of working but also organizational structures. The team worked better together in the later phases, but did not improve the team orientation and team leadership in such a way that monitoring was improved. One reason is the observation of what Morgan [32] defines as “impression management”, when the team gave the impression to be better than they actually were. Impression management is a barrier to learning [32]. Continuous self-management requires a capacity for
learning that allows operating norms and rules to change in response to changes in the wider environment [32].

In the Dickinson and McIntyre model, communication acts as the glue that links together all other teamwork processes. In Scrum, the daily stand-up is the most important mechanism for achieving such communication. Everyone should communicate with everyone else. However, because of problems with team leadership and a lack of monitoring, these meetings were mostly used by the Scrum master for getting an overview of what was going on in the project. Developers were reporting to the Scrum master and not talking to each other. Communication improved when the Scrum master was absent. As a result of the highly specialized skills and corresponding division of work, there was less interaction and communication between the group members. However, this improved in the last phase of the project because by that time, the developers had become accustomed to talking to each other at the daily stand-up.

5.1 Implications for theory
The Dickinson and McIntyre model explains most of our observations. However, it does not model any of the critical antecedents and outcomes of the team process. In the case of Alpha, it was obvious that the team had problems becoming a well-functioning team from the beginning, and that this was one reason for the team having problems in self-managing.

In addition, Dickinson and McIntyre do not describe certain important components, such as trust and shared mental models. We observed that the team had not developed trust at the group level. A lack of trust among the Scrum master and the members of the team was an important reason for why problems were not reported and why a team member was given instructions on what to do. Our findings are consonant with those of Salas et al. [39]: without sufficient trust, team members will expend time and energy protecting, checking, and inspecting each other as opposed to
collaborating to provide value-added ideas. It is evident that trust is a prerequisite for shared leadership, feedback, and communication. Our finding regarding the lack of trust also confirms previous research on trust [4], such that team members may not be willing to share information if they fear being perceived as incompetent.

The team lacked a shared mental model on what the outcome of the project should be. Working cooperatively requires the team to have shared mental models [39]. Our results are also consonant with Salas et al.’s [39] findings that without a shared understanding, the individual members may be headed toward different goals, which in turn will lead to ineffective/lack of feedback or assistance. Shared mental models are also a prerequisite for communication, monitoring, and team orientation. In addition, our finding confirms the results of previous research on shared mental models in software development teams, such that not all teams develop increasingly shared mental models over time [28].

Having problems with trust and developing shared mental models could also be a reason why the team did not manage to change the team process more than we observed. In addition, the previous ways of working in the company hindered effective teamwork, and in this setting the team did not succeed in improving their teamwork skills significantly during the project.

For theory, this study shows that:

- There is a vast literature on teamwork that is very relevant for agile development and that deserves more attention.
- Dickinson and McIntyre’s model[13] should be extended to include trust and shared mental models.
5.2 Implication for practice

Agile software development emphasizes that teams should be self-managed. However, Scrum and agile methods offer no advice on how shared leadership should be implemented. A practical implication of Langfred’s [26] findings is that, if an organization believes in letting teams be more self-managing, great care must be taken in the implementation. This is especially important when the team members have high individual autonomy.

The Alpha project was the first big project for most developers. Even though they had worked together for years, they should probably have spent more time together focusing on improving teamwork in the initial phase of the project. The successful teams that Katzenbach et al. [22] observed all gave themselves the time to learn to be a team. If developers who work together have problems becoming a team, they will also have problems becoming a self-managing team.

What people should do to provide backup is not specified clearly in Scrum. In the literature on self-managed teams, backup behavior has been identified as an important prerequisite for self-management [32, 35]. In our study, highly specialized skills and a corresponding division of work was the most important barrier to achieving backup and then self-management.

Scrum is not very specific on how to establish monitoring in development teams, although this is implicitly a prerequisite for feedback, coordination, and backup. Combining Scrum with, for example, the practice of pair programming in XP [6] would improve monitoring, feedback, and backup.

We believe that our study has the following main implications for practice:

- An isomorphic project structure will hinder teamwork because the division of work will make it more difficult for developers to develop shared mental models, trust each other, communicate, coordinate work, and provide backup. One way of handling this is to organize cross-training and appreciate generalist to build redundancy in the organization [31].
• Self-management should be enabled when starting to use agile methods such as Scrum, and be aware that high individual autonomy may result in problems creating a self-managing team.

• The way in which agile practices are taken up is dependent on the companies’ former development process. Changes take time and resources, and for the company in this study, previous practices were sustained throughout their first agile project.

• The development process should be adjusted for enabling efficient work, by making room for reflection and learning. However, achieving learning in software processes is not trivial.

5.3 Limitations
The main limitations of our study are the single-case design and the possibility of bias in data collection and analysis. The fact that we used a single-case holistic design makes us more vulnerable to bias and eliminates the possibility of direct replication or the analysis of contrasting situations. Therefore, the general criticisms about single-case studies, such as uniqueness and special access to key informants, may also apply to our study. However, our rationale for choosing Alpha as our case was that it represents a critical case for explaining the challenges for teamwork that arise when introducing self-managing agile teams. We used Alpha to determine whether we could confirm, challenge, or extend Dickinson and McIntyre’s [13] teamwork model. Our goal was not to provide statistical generalizations about a population on the basis of data collected from a sample of that population. On the contrary, our mode of generalization is analytical, i.e., we used a previously developed theory as a template with which we compared the empirical results of the case study, which is similar to Yin’s [49] concept of Level Two inference.

Another possible limitation is that we based much of our data collection and analysis on semi-structured interviews [14]. The use of multiple data sources made it possible to find evidence
for episodes and phenomena from more than one data source; we also observed, talked to, and interviewed the team members over a period of nine months, which made it possible to study the phenomena from different viewpoints as they emerged and changed.

Could it be that we as researchers influenced the teamwork characteristics by our presence in the project? Our presence and questions might have made the team members more aware of teamwork characteristics, but we do not think their behavior was influenced by our presence. The everyday demands of the projects were high, and we did not observe changes in behavior that seemed to relate to our interview or observation phases.

5.4 Future work
The results of this study point out a number of directions for future research. Firstly, our study highlights several challenges that must be met when self-managing teams are introduced into agile development. Accordingly, further work should focus on identifying and addressing other problems that may arise when introducing agile development.

Secondly, the extended teamwork model should be used for studying mature agile development teams, in order to get a better understanding of the main challenges in such teams. Also, teams using shorter sprints (e.g. 2-3 weeks) should be studied, since this will give the team more frequent feedback, which affect team learning and the other elements in the Dickinson and McIntyre teamwork model.

Thirdly, our study tries to answer “How can we explain the teamwork challenges that arise when introducing a self-managing agile team?” through Dickinson and McIntyre’s teamwork model. However, there are other relevant streams of research to address the adoption of methods and technology, e.g. the diffusion of innovation literature [37]. Other models that attempt to explain
the relationship between user perceptions, attitudes and use intentions include the technology acceptance model (TAM) [11], and the theory of planned behavior [2].

6 Conclusion

We have conducted a nine-month field study of professional developers in a Scrum team. We found that the model of Dickinson and McIntyre [13], together with trust and shared mental models, explain our findings. In addition to these teamwork components, highly specialized skills and a corresponding division of work was the most important barrier for achieving effective teamwork. We have also seen that Scrum has several mechanisms in place for supporting the recommendations of the framework, but that many of these mechanisms are not easy to implement in practice.

Transitioning from individual work to self-managing teams requires a reorientation not only by developers but also by management. Making such changes takes time and resources, but it is a prerequisite for the success of any kind of agile method based on self-management.
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APPENDIX A: Interview guide
The respondent was informed of the nature of the study and how long the interview will take. The respondent was told why it is important to tape the interview (it increases the validity of the study, it enables the researchers to focus on what the interviewee wants to say, not what they think he wants to say) and that only the researchers would have access to the transcript. The respondent was finally asked if he/she would agree to the interview being taped.

Questions for warm-up:
• What are you working on now?
• What is the status of the project?

Main body of the interview:
• How is work coordinated in the project?
  o How was it done in earlier projects?
• How are problems that emerge in the project solved?
  o How was it done in earlier projects?
• Do you have an overview of what others are doing?
  o How was it done in earlier projects?
• How easy is it to carry on work that was begun by others?
  o How was it done in earlier projects?
• How do you discover changes in the project?
  o How was it done in earlier projects?
• How do you deal with changes in the project?
  o How was it done in earlier projects?
• Does the team have a common project goal?
  o Did earlier projects have a common project goal?
• Does everyone know the expected outcome of the project?
  o How was it done in earlier projects?
• Do team members give each other feedback in the project?
  o How was it done in earlier projects?
• Do team members share relevant project information with each other?
  o How was it done in earlier projects?
• How is the team communication?
  o How was it done in earlier projects?
• How is the team performance?
  o How was it done in earlier projects?
• How do you think Scrum is working in the project?
  o What is working?
  o What is not working?
• Is there anything else you would like to add that you think is interesting in this context, but not covered by the questions asked?